Spring Tutorial

Spring Framework version 4.1.6 was released in Mar 2015. Spring framework is an open source Java platform. It is lightweight when it comes to size and transparency. The basic version of Spring framework is around 2MB.

The core features of the Spring Framework can be used in developing any Java application, but there are extensions for building web applications on top of the Java EE platform. Spring framework targets to make J2EE development easier to use and promote good programming practice by enabling a POJO-based programming model.

## Overview

**Benefits of Using Spring Framework:**

* Spring enables developers to develop enterprise-class applications using POJOs. The benefit of using only POJOs is that you do not need an EJB container product such as an application server but you have the option of using only a robust servlet container such as Tomcat or some commercial product.
* Spring is organized in a modular fashion. Even though the number of packages and classes are substantial, you have to worry only about ones you need and ignore the rest.
* Testing an application written with Spring is simple because environment-dependent code is moved into this framework. Furthermore, by using JavaBean-style POJOs, it becomes easier to use dependency injection for injecting test data.
* Spring provides a convenient API to translate technology-specific exceptions (thrown by JDBC, Hibernate, or JDO, for example) into consistent, unchecked exceptions.
* Lightweight IoC containers tend to be lightweight, especially when compared to EJB containers, for example. This is beneficial for developing and deploying applications on computers with limited memory and CPU resources.
* Spring provides a consistent transaction management interface that can scale down to a local transaction (using a single database, for example) and scale up to global transactions (using JTA, for example).

**Dependency Injection (DI):**

The technology that Spring is most identified with is the **Dependency Injection (DI)** flavor of Inversion of Control. The Inversion of Control (IoC) is a general concept, and it can be expressed in many different ways and Dependency Injection is merely one concrete example of Inversion of Control.

When writing a complex Java application, application classes should be as independent as possible of other Java classes to increase the possibility to reuse these classes and to test them independently of other classes while doing unit testing. Dependency Injection helps in gluing these classes together and same time keeping them independent.

What is dependency injection exactly? Let's look at these two words separately. Here the dependency part translates into an association between two classes. For example, class A is dependent on class B. Now, let's look at the second part, injection. All this means is that class B will get injected into class A by the IoC. Dependency injection can happen in the way of passing parameters to the constructor or by post-construction using setter methods. Dependency Injection is the heart of Spring Framework.

**Aspect Oriented Programming (AOP):**

One of the key components of Spring is the Aspect oriented programming (AOP) framework. The functions that span multiple points of an application are called cross-cutting concerns and these cross-cutting concerns are conceptually separate from the application's business logic. There are various common good examples of aspects including logging, declarative transactions, security, and caching etc.

The key unit of modularity in OOP is the class, whereas in AOP the unit of modularity is the aspect. Whereas DI helps you decouple your application objects from each other, AOP helps you decouple cross-cutting concerns from the objects that they affect.

The AOP module of Spring Framework provides aspect-oriented programming implementation allowing you to define method-interceptors and pointcuts to cleanly decouple code that implements functionality that should be separated.

## Architecture

Spring could potentially be a one-stop shop for all your enterprise applications, however, Spring is modular, allowing you to pick and choose which modules are applicable to you, without having to bring in the rest. The Spring Framework provides about 20 modules which can be used based on an application requirement.
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**Core Container:**

The Core Container consists of the Core, Beans, Context, and Expression Language modules whose detail is as follows:

* The **Core** module provides the fundamental parts of the framework, including the IoC and Dependency Injection features.
* The **Bean** module provides BeanFactory which is a sophisticated implementation of the factory pattern.
* The **Context** module builds on the solid base provided by the Core and Beans modules and it is a medium to access any objects defined and configured. The ApplicationContext interface is the focal point of the Context module.
* The **SpEL** module provides a powerful expression language for querying and manipulating an object graph at runtime.

**Data Access/Integration:**

The Data Access/Integration layer consists of the JDBC, ORM, OXM, JMS and Transaction modules whose detail is as follows:

* The **JDBC** module provides a JDBC-abstraction layer that removes the need to do tedious JDBC related coding.
* The **ORM** module provides integration layers for popular object-relational mapping APIs, including JPA, JDO, Hibernate, and iBatis.
* The **OXM** module provides an abstraction layer that supports Object/XML mapping implementations for JAXB, Castor, XMLBeans, JiBX and XStream.
* The Java Messaging Service **JMS** module contains features for producing and consuming messages.
* The **Transaction** module supports programmatic and declarative transaction management for classes that implement special interfaces and for all your POJOs.

**Web:**

The Web layer consists of the Web, Web-MVC, Web-Socket, and Web-Portlet modules whose detail is as follows:

* The **Web** module provides basic web-oriented integration features such as multipart file-upload functionality and the initialization of the IoC container using servlet listeners and a web-oriented application context.
* The **Web-MVC** module contains Spring's model-view-controller (MVC) implementation for web applications.
* The **Web-Socket** module provides support for WebSocket-based, two-way communication between client and server in web applications.
* The **Web-Portlet** module provides the MVC implementation to be used in a portlet environment and mirrors the functionality of Web-Servlet module.

**Miscellaneous:**

There are few other important modules like AOP, Aspects, Instrumentation, Web and Test modules whose detail is as follows:

* The **AOP** module provides aspect-oriented programming implementation allowing you to define method-interceptors and pointcuts to cleanly decouple code that implements functionality that should be separated.
* The **Aspects** module provides integration with AspectJ which is again a powerful and mature aspect oriented programming (AOP) framework.
* The **Instrumentation** module provides class instrumentation support and class loader implementations to be used in certain application servers.
* The **Messaging** module provides support for STOMP as the WebSocket sub-protocol to use in applications. It also supports an annotation programming model for routing and processing STOMP messages from WebSocket clients.
* The **Test** module supports the testing of Spring components with JUnit or TestNG frameworks.

## Hello World Example

We will proceed to write a simple Spring Application which will print "Hello World!" or any other message based on the configuration done in Spring Beans Configuration file.

Firstly, we must create a **HelloWorld.java** class :

public class HelloWorld {

private String message;

public void setMessage(String message){

this.message = message;

}

public void getMessage(){

System.out.println("Your Message : " + message);

}

}

Then, we must create a class **MainApp.java** :

public class MainApp {

public static void main(String[] args) {

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

}

}

There are following two important points to note about the main program:

* First step is to create application context where we used framework API **ClassPathXmlApplicationContext()**. This API loads beans configuration file and eventually based on the provided API, it takes care of creating and initializing all the objects ie beans mentioned in the configuration file.
* Second step is used to get required bean using **getBean()** method of the created context. This method uses bean ID to return a generic object which finally can be casted to actual object. Once you have object, you can use this object to call any class method.

**Create Bean Configuration File:**

You need to create a Bean Configuration file which is an XML file and acts as cement that glues the beans ie classes together. This file needs to be created under the **src** directory. Usually developers keep this file name as **Beans.xml**, but you are independent to choose any name you like.

The Beans.xml is used to assign unique IDs to different beans and to control the creation of objects with different values without impacting any of the Spring source files. For example, using below file you can pass any value for "message" variable and so you can print different values of message without impacting HelloWorld.java and MainApp.java files :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld">

<property name="message" value="Hello World!"/>

</bean>

</beans

When Spring application gets loaded into the memory, Framework makes use of the above configuration file to create all the beans defined and assign them a unique ID as defined in **<bean>** tag. You can use **<property>** tag to pass the values of different variables used at the time of object creation. You can see the flexibility of above Spring application by changing the value of "message" property and keeping both the source files unchanged.

## IoC Containers

The Spring container is at the core of the Spring Framework. The container will create the objects, wire them together, configure them, and manage their complete lifecycle from creation till destruction. The Spring container uses dependency injection (DI) to manage the components that make up an application. These objects are called Spring Beans.

The container gets its instructions on what objects to instantiate, configure, and assemble by reading configuration metadata provided. The configuration metadata can be represented either by XML, Java annotations, or Java code. The following diagram is a high-level view of how Spring works. The Spring IoC container makes use of Java POJO classes and configuration metadata to produce a fully configured and executable system or application :
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Spring provides following two distinct types of containers :

* **Spring BeanFactory Container :** This is the simplest container providing basic support for DI and defined by the org.springframework.beans.factory.BeanFactory interface. The BeanFactory and related interfaces, such as BeanFactoryAware, InitializingBean, DisposableBean, are still present in Spring for the purposes of backward compatibility with the large number of third-party frameworks that integrate with Spring.
* **Spring ApplicationContext Container :** This container adds more enterprise-specific functionality such as the ability to resolve textual messages from a properties file and the ability to publish application events to interested event listeners. This container is defined by the *org.springframework.context.ApplicationContext* interface.

The ***ApplicationContext*** container includes all functionality of the ***BeanFactory*** container, so it is generally recommended over the ***BeanFactory***. BeanFactory can still be used for light weight applications like mobile devices or applet based applications where data volume and speed is significant.

## BeanFactory Container

This is the simplest container providing basic support for DI and defined by the org.springframework.beans.factory.BeanFactory interface. The BeanFactory and related interfaces, such as **BeanFactoryAware**, **InitializingBean**, **DisposableBean**, are still present in Spring for the purposes of backward compatibility with the large number of third-party frameworks that integrate with Spring.

There are a number of implementations of the BeanFactory interface that come supplied straight out-of-the-box with Spring. The most commonly used BeanFactory implementation is the **XmlBeanFactory** class. This container reads the configuration metadata from an XML file and uses it to create a fully configured system or application.

The BeanFactory is usually preferred where the resources are limited like mobile devices or applet based applications. So use an ApplicationContext unless you have a good reason for not doing so.

**Example**

We will use à main method like this :

XmlBeanFactory factory = new XmlBeanFactory (new ClassPathResource("Beans.xml"));

HelloWorld obj = (HelloWorld) factory.getBean("helloWorld");

obj.getMessage();

There are following two important points to note about the main program :

* First step is to create factory object where we used framework API **XmlBeanFactory()** to create the factory bean and **ClassPathResource()** API to load the bean configuration file available in CLASSPATH. The **XmlBeanFactory()** API takes care of creating and initializing all the objects ie beans mentioned in the configuration file.
* Second step is used to get required bean using **getBean()** method of the created bean factory object. This method uses bean ID to return a generic object which finally can be casted to actual object (helloWorld in our example, which is a bean defined in the xml configuration file). Once you have object, you can use this object to call any class method.

## Context Container

The Application Context is spring's more advanced container. Similar to BeanFactory it can load bean definitions, wire beans together and dispense beans upon request. Additionally it adds more enterprise-specific functionality such as the ability to resolve textual messages from a properties file and the ability to publish application events to interested event listeners. This container is defined by the *org.springframework.context.ApplicationContext* interface.

The ***ApplicationContext*** includes all functionality of the *BeanFactory*, it is generally recommended over the *BeanFactory*. BeanFactory can still be used for light weight applications like mobile devices or applet based applications.

The most commonly used ApplicationContext implementations are :

* **FileSystemXmlApplicationContext** : This container loads the definitions of the beans from an XML file. Here you need to provide the full path of the XML bean configuration file to the constructor.
* **ClassPathXmlApplicationContext :** This container loads the definitions of the beans from an XML file. Here you do not need to provide the full path of the XML file but you need to set CLASSPATH properly because this container will look bean configuration XML file in CLASSPATH.
* **WebXmlApplicationContext :** This container loads the XML file with definitions of all beans from within a web application.

We already have seen an example on ClassPathXmlApplicationContext container in *Spring Hello World Example*, and we will talk more about XmlWebApplicationContext in a separate chapter when we will discuss web based Spring applications. So let see one example on FileSystemXmlApplicationContext.

**Example**

Here is an example of the main method of our application :

public static void main(String[] args) {

ApplicationContext context = new FileSystemXmlApplicationContext ("C:/Users/ZARA/workspace/HelloSpring/src/Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld"); obj.getMessage();

There are following two important points to note about the main program :

* First step is to create factory object where we used framework API **FileSystemXmlApplicationContext** to create the factory bean after loading the bean configuration file from the given path. The **FileSystemXmlApplicationContext()** API takes care of creating and initializing all the objects ie beans mentioned in the XML bean configuration file.
* Second step is used to get required bean using **getBean()** method of the created context. This method uses bean ID to return a generic object which finally can be casted to actual object. Once you have object, you can use this object to call any class method.

## Bean Definition

The objects that form the backbone of your application and that are managed by the Spring IoC container are called beans. A bean is an object that is instantiated, assembled, and otherwise managed by a Spring IoC container. These beans are created with the configuration metadata that you supply to the container, for example, in the form of XML <bean/> definitions.

The bean definition contains the information called **configuration metadata** which is needed for the container to know the followings :

* How to create a bean
* Bean's lifecycle details
* Bean's dependencies

All the above configuration metadata translates into a set of the following properties that make up each bean definition :

|  |  |
| --- | --- |
| **Properties** | **Description** |
| class | This attribute is mandatory and specify the bean class to be used to create the bean. |
| name | This attribute specifies the bean identifier uniquely. In XML-based configuration metadata, you use the id and/or name attributes to specify the bean identifier(s). |
| scope | This attribute specifies the scope of the objects created from a particular bean definition. |
| constructor-arg | This is used to inject the dependencies. |
| properties | This is used to inject the dependencies. |
| autowiring mode | This is used to inject the dependencies. |
| lazy-initialization mode | A lazy-initialized bean tells the IoC container to create a bean instance when it is first requested, rather than at startup. |
| initialization method | A callback to be called just after all necessary properties on the bean have been set by the container. |
| destruction method | A callback to be used when the container containing the bean is destroyed. |

**Spring Configuration Metadata**

Spring IoC container is totally decoupled from the format in which this configuration metadata is actually written. There are following three important methods to provide configuration metadata to the Spring Container :

* XML based configuration file.
* Annotation-based configuration.
* Java-based configuration.

You already have seen how XML based configuration metadata provided to the container, but let us see another sample of XML based configuration file with different bean definitions including lazy initialization, initialization method and destruction method :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<!-- A simple bean definition -->

<bean id="..." class="...">

<!-- collaborators and configuration for this bean go here -->

</bean>

<!-- A bean definition with lazy init set on -->

<bean id="..." class="..." lazy-init="true">

<!-- collaborators and configuration for this bean go here -->

</bean>

<!-- A bean definition with initialization method -->

<bean id="..." class="..." init-method="...">

<!-- collaborators and configuration for this bean go here -->

</bean>

<!-- A bean definition with destruction method -->

<bean id="..." class="..." destroy-method="...">

<!-- collaborators and configuration for this bean go here -->

</bean>

<!-- more bean definitions go here -->

</beans>

## Bean Scopes

When defining a <bean> in Spring, you have the option of declaring a scope for that bean. For example, To force Spring to produce a new bean instance each time one is needed, you should declare the bean's scope attribute to be **prototype**. Similar way if you want Spring to return the same bean instance each time one is needed, you should declare the bean's scope attribute to be **singleton**.

The Spring Framework supports following five scopes, three of which are available only if you use a web-aware ApplicationContext :

|  |  |
| --- | --- |
| **Scope** | **Description** |
| singleton | This scopes the bean definition to a single instance per Spring IoC container (default). |
| prototype | This scopes a single bean definition to have any number of object instances. |
| request | This scopes a bean definition to an HTTP request. Only valid in the context of a web-aware Spring ApplicationContext. |
| session | This scopes a bean definition to an HTTP session. Only valid in the context of a web-aware Spring ApplicationContext. |
| global-session | This scopes a bean definition to a global HTTP session. Only valid in the context of a web-aware Spring ApplicationContext. |

**The singleton scope:**

If scope is set to singleton, the Spring IoC container creates exactly one instance of the object defined by that bean definition. This single instance is stored in a cache of such singleton beans, and all subsequent requests and references for that named bean return the cached object.

The default scope is always singleton however, when you need one and only one instance of a bean, you can set the **scope** property to **singleton** in the bean configuration file, as shown below:

<!-- A bean definition with singleton scope -->

<bean id="..." class="..." scope="singleton">

<!-- collaborators and configuration for this bean go here -->

</bean>

For example, with the following xml file :

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld"

scope="singleton">

</bean>

This code will print “I’m Object A” two times, even if we’ve create two differente objects :

HelloWorld objA = (HelloWorld) context.getBean("helloWorld");

objA.setMessage("I'm object A");

objA.getMessage();

HelloWorld objB = (HelloWorld) context.getBean("helloWorld");

objB.getMessage();

That’s because we’ve set the **scope** property to **singleton** in the xml configuration file.

**The prototype scope:**

If scope is set to prototype, the Spring IoC container creates new bean instance of the object every time a request for that specific bean is made. As a rule, use the prototype scope for all state-full beans and the singleton scope for stateless beans.

To define a prototype scope, you can set the **scope** property to **prototype** in the bean configuration file, as shown below:

<!-- A bean definition with singleton scope -->

<bean id="..." class="..." scope="prototype">

<!-- collaborators and configuration for this bean go here -->

</bean>

With such a configuration, the code of the precedent example (singleton example) would print “I’m Object A” then “null”.

## Bean Life Cycle

The life cycle of a Spring bean is easy to understand. When a bean is instantiated, it may be required to perform some initialization to get it into a usable state. Similarly, when the bean is no longer required and is removed from the container, some cleanup may be required.

Though, there is lists of the activities that take place behind the scenes between the time of bean Instantiation and its destruction, but this chapter will discuss only two important bean lifecycle callback methods which are required at the time of bean initialization and its destruction.

To define setup and teardown for a bean, we simply declare the <bean> with **init-method** and/or **destroy-method** parameters. The init-method attribute specifies a method that is to be called on the bean immediately upon instantiation. Similarly, destroy-method specifies a method that is called just before a bean is removed from the container.

**Initialization callbacks:**

The *org.springframework.beans.factory.InitializingBean* interface specifies a single method :

void afterPropertiesSet() throws Exception

So you can simply implement above interface and initialization work can be done inside afterPropertiesSet() method as follows :

public class ExampleBean implements InitializingBean {

public void afterPropertiesSet() {

// do some initialization work

}

}

In the case of XML-based configuration metadata, you can use the **init-method** attribute to specify the name of the method that has a void no-argument signature. For example:

<bean id="exampleBean"

class="examples.ExampleBean" init-method="init"/>

Following is the class definition:

public class ExampleBean {

public void init() {

// do some initialization work

}

}

**Destruction callbacks**

The *org.springframework.beans.factory.DisposableBean* interface specifies a single method :

void destroy() throws Exception;

So you can simply implement above interface and finalization work can be done inside destroy() method as follows :

public class ExampleBean implements DisposableBean {

public void destroy() {

// do some destruction work

}

}

In the case of XML-based configuration metadata, you can use the **destroy-method** attribute to specify the name of the method that has a void no-argument signature. For example:

<bean id="exampleBean"

class="examples.ExampleBean" destroy-method="destroy"/>

Following is the class definition:

public class ExampleBean {

public void destroy() {

// do some destruction work

}

}

If you are using Spring's IoC container in a non-web application environment; for example, in a rich client desktop environment; you register a shutdown hook with the JVM. Doing so ensures a graceful shutdown and calls the relevant destroy methods on your singleton beans so that all resources are released.

It is recommended that you do not use the InitializingBean or DisposableBean callbacks, because XML configuration gives much flexibility in terms of naming your method.

**Exemple**

A bean with the following code :

public void getMessage(){

System.out.println("Your Message : " + message);

}

public void init(){

System.out.println("Bean is going through init.");

}

public void destroy(){

System.out.println("Bean will destroy now.");

}

Will print :

Bean is going through init.

Your Message : Hello World!

Bean will destroy now.

With the following **main** method of the application :

AbstractApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

context.registerShutdownHook();

Here you need to register a shutdown hook **registerShutdownHook()** method that is declared on the AbstractApplicationContext class. This will ensures a graceful shutdown and calls the relevant destroy methods.

And with this xml configuration file :

<bean id="helloWorld"

class="com.tutorialspoint.HelloWorld"

init-method="init" destroy-method="destroy">

<property name="message" value="Hello World!"/>

</bean>

**Default initialization and destroy methods:**

If you have too many beans having initialization and or destroy methods with the same name, you don't need to declare **init-method** and **destroy-method** on each individual bean. Instead framework provides the flexibility to configure such situation using **default-init-method** and **default-destroy-method** attributes on the <beans> element as follows:

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"

default-init-method="init"

default-destroy-method="destroy">

<bean id="..." class="...">

<!-- collaborators and configuration for this bean go here -->

</bean>

</beans>

## Bean Post Processors

The **BeanPostProcessor** interface defines callback methods that you can implement to provide your own instantiation logic, dependency-resolution logic etc. You can also implement some custom logic after the Spring container finishes instantiating, configuring, and initializing a bean by plugging in one or more BeanPostProcessor implementations.

You can configure multiple BeanPostProcessor interfaces and you can control the order in which these BeanPostProcessor interfaces execute by setting the **order** property provided the BeanPostProcessor implements the **Ordered** interface.

The BeanPostProcessors operate on bean (or object) instances which means that the Spring IoC container instantiates a bean instance and then BeanPostProcessor interfaces do their work.

An **ApplicationContext** automatically detects any beans that are defined with implementation of the **BeanPostProcessor** interface and registers these beans as post-processors, to be then called appropriately by the container upon bean creation.

**Example:**

The following examples show how to write, register, and use BeanPostProcessors in the context of an ApplicationContext.

This is very basic example of implementing BeanPostProcessor, which prints a bean name before and after initialization of any bean. You can implement more complex logic before and after instantiating a bean because you have access on bean object inside both the post processor methods :

public class InitHelloWorld implements BeanPostProcessor {

public Object postProcessBeforeInitialization(Object bean, String beanName) throws BeansException {

System.out.println("BeforeInitialization : " + beanName);

return bean; // you can return any other object as well

}

public Object postProcessAfterInitialization(Object bean, String beanName) throws BeansException {

System.out.println("AfterInitialization : " + beanName);

return bean; // you can return any other object as well

}

}

Following is the content of the **MainApp.java** file. Here you need to register a shutdown hook **registerShutdownHook()** method that is declared on the AbstractApplicationContext class. This will ensures a graceful shutdown and calls the relevant destroy methods :

AbstractApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

context.registerShutdownHook();

Following is the configuration file **Beans.xml** required for init and destroy methods :

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld"

init-method="init" destroy-method="destroy">

<property name="message" value="Hello World!"/>

</bean>

<bean class="com.tutorialspoint.InitHelloWorld" />

Then, this application will print :

// Method call before the initialization of the bean HelloWorld.

BeforeInitialization : helloWorld

// Method of the bean HelloWorld call just after the initialization (this call is define in the xml file).

Bean is going through init.

// Method call after the initialization of the bean HelloWorld.

AfterInitialization : helloWorld

// Method contained in the HelloWorld bean.

Your Message : Hello World!

// Method of the bean HelloWorld call just before the destruction (this call is define in the xml file).

Bean will destroy now.

## Bean Definition Inheritance

A bean definition can contain a lot of configuration information, including constructor arguments, property values, and container-specific information such as initialization method, static factory method name, and so on.

A child bean definition inherits configuration data from a parent definition. The child definition can override some values, or add others, as needed.

Spring Bean definition inheritance has nothing to do with Java class inheritance but inheritance concept is same. You can define a parent bean definition as a template and other child beans can inherit required configuration from the parent bean.

When you use XML-based configuration metadata, you indicate a child bean definition by using the **parent** attribute, specifying the parent bean as the value of this attribute.

**Example :**

Following is the configuration file **Beans.xml** where we defined "helloWorld" bean which has two properties *message1* and *message2*. Next "helloIndia" bean has been defined as a child of "helloWorld" bean by using **parent** attribute. The child bean inherits *message2* property as is, overrides *message1* property and introduces one more property *message3* :

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld">

<property name="message1" value="Hello World!"/>

<property name="message2" value="Hello Second World!"/>

</bean>

<bean id="helloIndia" class="com.tutorialspoint.HelloIndia" parent="helloWorld">

<property name="message1" value="Hello India!"/>

<property name="message3" value="Namaste India!"/>

</bean>

With this, the **HelloIndia** bean will get :

* message1 = “Hello India!”
* message2 = “Hello Second World!” (inherit from the **HelloWorld** bean)
* message3 = “Namaste India!”

**Bean Definition Template**

You can create a Bean definition template which can be used by other child bean definitions without putting much effort. While defining a Bean Definition Template, you should not specify **class** attribute and should specify **abstract** attribute with a value of **true** as shown below :

<bean id="beanTeamplate" abstract="true">

<property name="message1" value="Hello World!"/>

<property name="message2" value="Hello Second World!"/>

<property name="message3" value="Namaste India!"/>

</bean>

<bean id="helloIndia" class="com.tutorialspoint.HelloIndia" parent="beanTeamplate">

<property name="message1" value="Hello India!"/>

<property name="message3" value="Namaste India!"/>

</bean>

The parent bean cannot be instantiated on its own because it is incomplete, and it is also explicitly marked as *abstract*. When a definition is abstract like this, it is usable only as a pure template bean definition that serves as a parent definition for child definitions.

## Dependency Injection

Every java based application has a few objects that work together to present what the end-user sees as a working application. When writing a complex Java application, application classes should be as independent as possible of other Java classes to increase the possibility to reuse these classes and to test them independently of other classes while doing unit testing. Dependency Injection (or sometime called wiring) helps in gluing these classes together and same time keeping them independent.

Consider you have an application which has a text editor component and you want to provide spell checking. Your standard code would look something like this :

public class TextEditor {

private SpellChecker spellChecker;

public TextEditor() {

spellChecker = new SpellChecker();

}

}

What we've done here is create a dependency between the TextEditor and the SpellChecker. In an inversion of control scenario we would instead do something like this:

public class TextEditor {

private SpellChecker spellChecker;

public TextEditor(SpellChecker spellChecker) {

this.spellChecker = spellChecker;

}

}

Here TextEditor should not worry about SpellChecker implementation. The SpellChecker will be implemented independently and will be provided to TextEditor at the time of TextEditor instantiation and this entire procedure is controlled by the Spring Framework.

Here, we have removed the total control from TextEditor and kept it somewhere else (ie. XML configuration file) and the dependency ( ie. class SpellChecker) is being injected into the class TextEditor through a **Class Constructor**. Thus flow of control has been "inverted" by Dependency Injection (DI) because you have effectively delegated dependances to some external system.

Second method of injecting dependency is through **Setter Methods** of TextEditor class where we will create SpellChecker instance and this instance will be used to call setter methods to initialize TextEditor's properties.

Thus, DI exists in two major variants and following two sub-chapters will cover both of them with examples:

* **Constructor-based dependency injection :** Constructor-based DI is accomplished when the container invokes a class constructor with a number of arguments, each representing a dependency on other class.
* **Setter-based dependency injection :** Setter-based DI is accomplished by the container calling setter methods on your beans after invoking a no-argument constructor or no-argument static factory method to instantiate your bean.

## Constructor-based Dependency Injection

Constructor-based DI is accomplished when the container invokes a class constructor with a number of arguments, each representing a dependency on other class.

**Example :**

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

public TextEditor(SpellChecker spellChecker) {

System.out.println("Inside TextEditor constructor." );

this.spellChecker = spellChecker;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling() {

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

Following is the configuration file **Beans.xml** which has configuration for the constructor-based injection :

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

<constructor-arg ref="spellChecker"/>

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This application will print :

Inside SpellChecker constructor.

Inside TextEditor constructor.

Inside checkSpelling.

Indeed, when the constructor try to instanciate the **TextEditor** bean with TextEditor te = (TextEditor) context.getBean("textEditor"), it will see by the **bean.xml** file that the **SpellChecker** bean is linked to **TextEditor** bean. Thus, it will firstly instanciate the **SpellChecker** bean, then the **TextEditor** bean.

**Constructor arguments resolution :**

There may be a ambiguity exist while passing arguments to the constructor in case there are more than one parameters. To resolve this ambiguity, the order in which the constructor arguments are defined in a bean definition is the order in which those arguments are supplied to the appropriate constructor. Consider the following class :

public class Foo {

public Foo(Bar bar, Baz baz) {

// ...

}

}

The following configuration works fine :

<beans>

<bean id="foo" class="x.y.Foo">

<constructor-arg ref="bar"/>

<constructor-arg ref="baz"/>

</bean>

<bean id="bar" class="x.y.Bar"/>

<bean id="baz" class="x.y.Baz"/>

</beans>

Let us check one more case where we pass different types to the constructor. Consider the following class :

public class Foo {

public Foo(int year, String name) {

// ...

}

}

The container can also use type matching with simple types if you explicitly specify the type of the constructor argument using the type attribute. For example :

<beans>

<bean id="exampleBean" class="examples.ExampleBean">

<constructor-arg type="int" value="2001"/>

<constructor-arg type="java.lang.String" value="Zara"/>

</bean>

</beans>

Finally and the best way to pass constructor arguments, use the index attribute to specify explicitly the index of constructor arguments. Here the index is 0 based. For example :

<beans>

<bean id="exampleBean" class="examples.ExampleBean">

<constructor-arg index="0" value="2001"/>

<constructor-arg index="1" value="Zara"/>

</bean>

</beans>

A final note, in case you are passing a reference to an object, you need to use **ref** attribute of <constructor-arg> tag and if you are passing a value directly then you should use **value** attribute as shown above.

## Setter-based Dependency Injection

Setter-based DI is accomplished by the container calling setter methods on your beans after invoking a no-argument constructor or no-argument static factory method to instantiate your bean.

**Example**

Firstly we need to get an example class :

private SpellChecker spellChecker;

// a setter method to inject the dependency.

public void setSpellChecker(SpellChecker spellChecker) {

System.out.println("Inside setSpellChecker." );

this.spellChecker = spellChecker;

}

// a getter method to return spellChecker

public SpellChecker getSpellChecker() {

return spellChecker;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Here you need to check naming convention of the setter methods. To set a variable **spellChecker** we are using **setSpellChecker()** method which is very similar to Java POJO classes.

Then the bean that is injected in our class :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling() {

System.out.println("Inside checkSpelling." );

}

Then the main method of the application :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

And to finish, the xml configuration file :

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

<property name="spellChecker" ref="spellChecker"/>

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

You should note the difference in Beans.xml file defined in constructor-based injection and setter-based injection. The only difference is inside the <bean> element where we have used <constructor-arg> tags for constructor-based injection and <property> tags for setter-based injection.

Second important point to note is that in case you are passing a reference to an object, you need to use **ref** attribute of <property> tag and if you are passing a value directly then you should use **value** attribute.

Thus, this application will print :

Inside SpellChecker constructor.

Inside setSpellChecker.

Inside checkSpelling.

**XML Configuration using p-namespace :**

If you have many setter methods then it is convenient to use **p-namespace** in the XML configuration file. Let us check the difference :

Let us take the example of a standard XML configuration file with <property> tags:

<bean id="john-classic" class="com.example.Person">

<property name="name" value="John Doe"/>

<property name="spouse" ref="jane"/>

</bean>

<bean name="jane" class="com.example.Person">

<property name="name" value="John Doe"/>

</bean>

Above XML configuration can be re-written in a cleaner way using **p-namespace** as follows:

<bean id="john-classic" class="com.example.Person"

p:name="John Doe"

p:spouse-ref="jane"/>

</bean>

<bean name="jane" class="com.example.Person"

p:name="John Doe"/>

</bean>

Here you should note the difference in specifying primitive values and object references with p-namespace. The **-ref** part indicates that this is not a straight value but rather a reference to another bean.

## Injecting Inner Beans

As you know Java inner classes are defined within the scope of other classes, similarly, **inner beans** are beans that are defined within the scope of another bean. Thus, a <bean/> element inside the <property/> or <constructor-arg/> elements is called inner bean and it is shown below :

<bean id="outerBean" class="...">

<property name="target">

<bean id="innerBean" class="..."/>

</property>

</bean>

**Example :**

Here is the content of **TextEditor.java** file:

private SpellChecker spellChecker;

// a setter method to inject the dependency.

public void setSpellChecker(SpellChecker spellChecker) {

System.out.println("Inside setSpellChecker." );

this.spellChecker = spellChecker;

}

// a getter method to return spellChecker

public SpellChecker getSpellChecker() {

return spellChecker;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java**:

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling(){

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file:

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

Following is the configuration file **Beans.xml** which has configuration for the setter-based injection but using **inner beans**:

<!-- Definition for textEditor bean using inner bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

<property name="spellChecker">

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker"/>

</property>

</bean>

This application will print :

Inside SpellChecker constructor.

Inside setSpellChecker.

Inside checkSpelling.

Indeed, because of the xml configuration file, the “inner” bean will be instanciate when we instanciate à new **TextEditor** bean in the main method.

## Injecting Collection

You have seen how to configure primitive data type using **value** attribute and object references using **ref** attribute of the <property> tag in your Bean configuration file. Both the cases deal with passing singular value to a bean.

Now what about if you want to pass plural values like Java Collection types List, Set, Map, and Properties. To handle the situation, Spring offers four types of collection configuration elements which are as follows :

|  |  |
| --- | --- |
| **Element** | **Description** |
| <list> | This helps in wiring ie injecting a list of values, allowing duplicates. |
| <set> | This helps in wiring a set of values but without any duplicates. |
| <map> | This can be used to inject a collection of name-value pairs where name and value can be of any type. |
| <props> | This can be used to inject a collection of name-value pairs where the name and value are both Strings. |

You can use either <list> or <set> to wire any implementation of java.util.Collection or an **array**.

You will come across two situations (a) Passing direct values of the collection and (b) Passing a reference of a bean as one of the collection elements.

**Example :**

Here is the content of **JavaCollection.java** file :

List addressList;

Set addressSet;

Map addressMap;

Properties addressProp;

// a setter method to set List

public void setAddressList(List addressList) {

this.addressList = addressList;

}

// prints and returns all the elements of the list.

public List getAddressList() {

System.out.println("List Elements :" + addressList);

return addressList;

}

// a setter method to set Set

public void setAddressSet(Set addressSet) {

this.addressSet = addressSet;

}

// prints and returns all the elements of the Set.

public Set getAddressSet() {

System.out.println("Set Elements :" + addressSet);

return addressSet;

}

// a setter method to set Map

public void setAddressMap(Map addressMap) {

this.addressMap = addressMap;

}

// prints and returns all the elements of the Map.

public Map getAddressMap() {

System.out.println("Map Elements :" + addressMap);

return addressMap;

}

// a setter method to set Property

public void setAddressProp(Properties addressProp) {

this.addressProp = addressProp;

}

// prints and returns all the elements of the Property.

public Properties getAddressProp() {

System.out.println("Property Elements :" + addressProp);

return addressProp;

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

JavaCollection jc=(JavaCollection)context.getBean("javaCollection");

jc.getAddressList();

jc.getAddressSet();

jc.getAddressMap();

jc.getAddressProp();

Following is the configuration file **Beans.xml** which has configuration for all the type of collections :

<!-- Definition for javaCollection -->

<bean id="javaCollection" class="com.tutorialspoint.JavaCollection">

<!-- results in a setAddressList(java.util.List) call -->

<property name="addressList">

<list>

<value>INDIA</value>

<value>Pakistan</value>

<value>USA</value>

<value>USA</value>

</list>

</property>

<!-- results in a setAddressSet(java.util.Set) call -->

<property name="addressSet">

<set>

<value>INDIA</value>

<value>Pakistan</value>

<value>USA</value>

<value>USA</value>

</set>

</property>

<!-- results in a setAddressMap(java.util.Map) call -->

<property name="addressMap">

<map>

<entry key="1" value="INDIA"/>

<entry key="2" value="Pakistan"/>

<entry key="3" value="USA"/>

<entry key="4" value="USA"/>

</map>

</property>

<!-- results in a setAddressProp(java.util.Properties) call -->

<property name="addressProp">

<props>

<prop key="one">INDIA</prop>

<prop key="two">Pakistan</prop>

<prop key="three">USA</prop>

<prop key="four">USA</prop>

</props>

</property>

</bean>

This application will print :

List Elements :[INDIA, Pakistan, USA, USA]

Set Elements :[INDIA, Pakistan, USA]

ap Elements :{1=INDIA, 2=Pakistan, 3=USA, 4=USA}

Property Elements :{two=Pakistan, one=INDIA, three=USA, four=USA}

**Injecting Bean References :**

Following Bean definition will help you understand how to inject bean references as one of the collection's element. Even you can mix references and values all together as shown below :

<!-- Bean Definition to handle references and values -->

<bean id="..." class="...">

<!-- Passing bean reference for java.util.List -->

<property name="addressList">

<list>

<ref bean="address1"/>

<ref bean="address2"/>

<value>Pakistan</value>

</list>

</property>

<!-- Passing bean reference for java.util.Set -->

<property name="addressSet">

<set>

<ref bean="address1"/>

<ref bean="address2"/>

<value>Pakistan</value>

</set>

</property>

<!-- Passing bean reference for java.util.Map -->

<property name="addressMap">

<map>

<entry key="one" value="INDIA"/>

<entry key ="two" value-ref="address1"/>

<entry key ="three" value-ref="address2"/>

</map>

</property>

</bean>

To use above bean definition, you need to define your setter methods in such a way that they should be able to handle references as well.

**Injecting null and empty string values**

If you need to pass an empty string as a value then you can pass it as follows:

<bean id="..." class="exampleBean">

<property name="email" value=""/>

</bean>

The preceding example is equivalent to the Java code: exampleBean.setEmail("").

If you need to pass an NULL value then you can pass it as follows :

<bean id="..." class="exampleBean">

<property name="email"><null/></property>

</bean>

The preceding example is equivalent to the Java code: exampleBean.setEmail(null).

## Beans Auto-Wiring

You have learnt how to declare beans using the <bean> element and inject <bean> with using <constructor-arg> and <property> elements in XML configuration file.

The Spring container can **autowire** relationships between collaborating beans without using <constructor-arg> and <property> elements which helps cut down on the amount of XML configuration you write for a big Spring based application.

**Autowiring Modes:**

There are following autowiring modes which can be used to instruct Spring container to use autowiring for dependency injection. You use the **autowire** attribute of the <bean/> element to specify autowire mode for a bean definition.

|  |  |
| --- | --- |
| **Mode** | **Description** |
| no | This is default setting which means no autowiring and you should use explicit bean reference for wiring. You have nothing to do special for this wiring. This is what you already have seen in Dependency Injection chapter. |
| byName | Autowiring by property name. Spring container looks at the properties of the beans on which *autowire* attribute is set to *byName* in the XML configuration file. It then tries to match and wire its properties with the beans defined by the same names in the configuration file. |
| byType | Autowiring by property datatype. Spring container looks at the properties of the beans on which *autowire* attribute is set to *byType* in the XML configuration file. It then tries to match and wire a property if its **type** matches with exactly one of the beans name in configuration file. If more than one such beans exists, a fatal exception is thrown. |
| constructor | Similar to byType, but type applies to constructor arguments. If there is not exactly one bean of the constructor argument type in the container, a fatal error is raised. |
| autodetect | Spring first tries to wire using autowire by *constructor*, if it does not work, Spring tries to autowire by *byType*. |

You can use **byType** or **constructor** autowiring mode to wire arrays and other typed-collections.

**Limitations with autowiring :**

Autowiring works best when it is used consistently across a project. If autowiring is not used in general, it might be confusing to developers to use it to wire only one or two bean definitions. Though, autowiring can significantly reduce the need to specify properties or constructor arguments but you should consider the limitations and disadvantages of autowiring before using them.

|  |  |
| --- | --- |
| **Limitations** | **Description** |
| Overriding possibility | You can still specify dependencies using <constructor-arg> and <property> settings which will always override autowiring. |
| Primitive data types | You cannot autowire so-called simple properties such as primitives, Strings, and Classes. |
| Confusing nature | Autowiring is less exact than explicit wiring, so if possible prefer using explict wiring. |

## Autowiring 'byName'

This mode specifies autowiring by property name. Spring container looks at the beans on which *auto-wire* attribute is set to *byName* in the XML configuration file. It then tries to match and wire its properties with the beans defined by the same names in the configuration file. If matches are found, it will inject those beans otherwise, it will throw exceptions.

For example, if a bean definition is set to autowire *byName* in configuration file, and it contains a *spellChecker* property (that is, it has a *setSpellChecker(...)* method), Spring looks for a bean definition named *spellChecker*, and uses it to set the property. Still you can wire remaining properties using <property> tags.

**Example :**

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

private String name;

public void setSpellChecker( SpellChecker spellChecker ){

this.spellChecker = spellChecker;

}

public SpellChecker getSpellChecker() {

return spellChecker;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker() {

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling() {

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

If you are going to use autowiring 'byName', then your XML configuration file will become as follows :

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor"

autowire="byName">

<property name="name" value="Generic Text Editor" />

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This application will print :

Inside SpellChecker constructor.

Inside checkSpelling.

## Autowiring 'byType'

This mode specifies autowiring by property type. Spring container looks at the beans on which *autowire* attribute is set to *byType* in the XML configuration file. It then tries to match and wire a property if its **type** matches with exactly one of the beans name in configuration file. If matches are found, it will inject those beans otherwise, it will throw exceptions.

For example, if a bean definition is set to autowire *byType* in configuration file, and it contains a *spellChecker* property of *SpellChecker* type, Spring looks for a bean definition named *SpellChecker*, and uses it to set the property. Still you can wire remaining properties using <property> tags.

**Example :**

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

private String name;

public void setSpellChecker( SpellChecker spellChecker ) {

this.spellChecker = spellChecker;

}

public SpellChecker getSpellChecker() {

return spellChecker;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling() {

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

If you are going to use autowiring 'byType', then your XML configuration file will become as follows :

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor"

autowire="byType">

<property name="name" value="Generic Text Editor" />

</bean>

<!-- Definition for spellChecker bean -->

<bean id="SpellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This application will print :

Inside SpellChecker constructor.

Inside checkSpelling.

## Autowiring by Constructor

This mode is very similar to *byType*, but it applies to constructor arguments. Spring container looks at the beans on which *autowire* attribute is set to *constructor* in the XML configuration file. It then tries to match and wire its constructor's argument with exactly one of the beans name in configuration file. If matches are found, it will inject those beans otherwise, it will throw exceptions.

For example, if a bean definition is set to autowire by *constructor* in configuration file, and it has a constructor with one of the arguments of *SpellChecker* type, Spring looks for a bean definition named *SpellChecker*, and uses it to set the constructor's argument. Still you can wire remaining arguments using <constructor-arg> tags.

**Example :**

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

private String name;

public TextEditor( SpellChecker spellChecker, String name ) {

this.spellChecker = spellChecker;

this.name = name;

}

public SpellChecker getSpellChecker() {

return spellChecker;

}

public String getName() {

return name;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling(){

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

If you are going to use autowiring 'by constructor', then your XML configuration file will become as follows :

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor"

autowire="constructor">

<constructor-arg value="Generic Text Editor"/>

</bean>

<!-- Definition for spellChecker bean -->

<bean id="SpellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This application will print :

Inside SpellChecker constructor.

Inside checkSpelling.

## Annotation Based Configuration

Starting from Spring 2.5 it became possible to configure the dependency injection using **annotations**. So instead of using XML to describe a bean wiring, you can move the bean configuration into the component class itself by using annotations on the relevant class, method, or field declaration.

Annotation injection is performed before XML injection, thus the latter configuration will override the former for properties wired through both approaches.

Annotation wiring is not turned on in the Spring container by default. So, before we can use annotation-based wiring, we will need to enable it in our Spring configuration file. So consider to have following configuration file in case you want to use any annotation in your Spring application :

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:annotation-config/>

<!-- bean definitions go here -->

</beans>

Once <context:annotation-config/> is configured, you can start annotating your code to indicate that Spring should automatically wire values into properties, methods, and constructors. Let us see few important annotations to understand how they work :

* @Required : The @Required annotation applies to bean property setter methods.
* @Autowired : The @Autowired annotation can apply to bean property setter methods, non-setter methods, constructor and properties.
* @Qualifier : The @Qualifier annotation along with @Autowired can be used to remove the confusion by specifiying which exact bean will be wired.
* JSR-250 Annotations : Spring supports JSR-250 based annotations which include @Resource, @PostConstruct and @PreDestroy annotations.

## @Required Annotation

The **@Required** annotation applies to bean property setter methods and it indicates that the affected bean property must be populated in XML configuration file at configuration time otherwise the container throws a BeanInitializationException exception.

**Example :**

Here is the content of **Student.java** file :

private Integer age;

private String name;

@Required

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

@Required

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

Student student = (Student) context.getBean("student");

System.out.println("Name : " + student.getName() );

System.out.println("Age : " + student.getAge() );

If we use the following xml file :

<context:annotation-config/>

<!-- Definition for student bean -->

<bean id="student" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<!-- try without passing age and check the result -->

<!-- property name="age" value="11"-->

</bean>

This will raise *BeanInitializationException* exception and print the following error along with other log messages :

org.springframework.beans.factory.BeanInitializationException: Property 'age' is required for bean 'student'

If we try after removing comment from 'age' property as follows :

<context:annotation-config/>

<!-- Definition for student bean -->

<bean id="student" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<property name="age" value="11"/>

</bean>

This will print :

Name : Zara

Age : 11

## @Autowired Annotation

The **@Autowired** annotation provides more fine-grained control over where and how autowiring should be accomplished. The @Autowired annotation can be used to autowire bean on the setter method just like @Required annotation, constructor, a property or methods with arbitrary names and/or multiple arguments.

**@Autowired on Setter Methods**

You can use **@Autowired** annotation on setter methods to get rid of the <property> element in XML configuration file. When Spring finds an @Autowired annotation used with setter methods, it tries to perform byType autowiring on the method.

**Example**

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

@Autowired

public void setSpellChecker( SpellChecker spellChecker ){

this.spellChecker = spellChecker;

}

public SpellChecker getSpellChecker( ) {

return spellChecker;

}

public void spellCheck() {

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling(){

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

TextEditor te = (TextEditor) context.getBean("textEditor");

te.spellCheck();

Following is the configuration file **Beans.xml** :

<context:annotation-config/>

<!-- Definition for textEditor bean without constructor-arg -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This will print :

Inside SpellChecker constructor.

Inside checkSpelling.

**@Autowired on Properties**

You can use **@Autowired** annotation on properties to get rid of the setter methods. When you will pass values of autowired properties using <property> Spring will automatically assign those properties with the passed values or references. So with the usage of @Autowired on properties your **TextEditor.java** file will become as follows :

@Autowired

private SpellChecker spellChecker;

public TextEditor() {

System.out.println("Inside TextEditor constructor." );

}

public SpellChecker getSpellChecker( ){

return spellChecker;

}

public void spellCheck(){

spellChecker.checkSpelling();

}

Following is the configuration file **Beans.xml** :

<context:annotation-config/>

<!-- Definition for textEditor bean -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This will print :

Inside TextEditor constructor.

Inside SpellChecker constructor.

Inside checkSpelling.

**@Autowired on Constructors**

You can apply @Autowired to constructors as well. A constructor @Autowired annotation indicates that the constructor should be autowired when creating the bean, even if no <constructor-arg> elements are used while configuring the bean in XML file.

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

@Autowired

public TextEditor(SpellChecker spellChecker){

System.out.println("Inside TextEditor constructor." );

this.spellChecker = spellChecker;

}

public void spellCheck(){

spellChecker.checkSpelling();

}

Following is the configuration file **Beans.xml** :

<context:annotation-config/>

<!-- Definition for textEditor bean without constructor-arg -->

<bean id="textEditor" class="com.tutorialspoint.TextEditor">

</bean>

<!-- Definition for spellChecker bean -->

<bean id="spellChecker" class="com.tutorialspoint.SpellChecker">

</bean>

This will print :

Inside SpellChecker constructor.

Inside TextEditor constructor.

Inside checkSpelling.

**@Autowired with (required=false) option**

By default, the @Autowired annotation implies that the dependency is required similar to @Required annotation However, you can turn off the default behavior by using **(required=false)** option with @Autowired.

The following example will work even if you do not pass any value for age property but still it will demand for name property :

private Integer age;

private String name;

@Autowired(required=false)

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

@Autowired

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

This will print :

Name : Zara

Age : null

## @Qualifier Annotation

There may be a situation when you create more than one bean of the same type and want to wire only one of them with a property. In such case you can use **@Qualifier** annotation along with **@Autowired** to remove the confusion by specifying which exact bean will be wired.

**Example**

Here is the content of **Student.java** file :

private Integer age;

private String name;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

Here is the content of **Profile.java** file :

@Autowired

@Qualifier("student1")

private Student student;

public Profile(){

System.out.println("Inside Profile constructor." );

}

public void printAge() {

System.out.println("Age : " + student.getAge() );

}

public void printName() {

System.out.println("Name : " + student.getName() );

}

Following is the content of the **MainApp.java** file :

ApplicationContext context = new ClassPathXmlApplicationContext("Beans.xml");

Profile profile = (Profile) context.getBean("profile");

profile.printAge();

profile.printName();

Consider the example of following configuration file **Beans.xml** :

<context:annotation-config/>

<!-- Definition for profile bean -->

<bean id="profile" class="com.tutorialspoint.Profile">

</bean>

<!-- Definition for student1 bean -->

<bean id="student1" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<property name="age" value="11"/>

</bean>

<!-- Definition for student2 bean -->

<bean id="student2" class="com.tutorialspoint.Student">

<property name="name" value="Nuha" />

<property name="age" value="2"/>

</bean>

This will print :

Inside Profile constructor.

Age : 11

Name : Zara

## JSR-250 (Java Specification Request) Annotations

Spring also JSR-250 based annotations which include @PostConstruct, @PreDestroy and @Resource annotations.

**@PostConstruct and @PreDestroy Annotations**

To define setup and teardown for a bean, we simply declare the <bean> with **init-method** and/or **destroy-method** parameters. The init-method attribute specifies a method that is to be called on the bean immediately upon instantiation. Similarly, destroy-method specifies a method that is called just before a bean is removed from the container.

You can use **@PostConstruct** annotation as an alternate of initialization callback and **@PreDestroy** annotation as an alternate of destruction callback as explained in the below example.

**Example**

Here is the content of **HelloWorld.java** file :

private String message;

public void setMessage(String message){

this.message = message;

}

public String getMessage(){

System.out.println("Your Message : " + message);

return message;

}

@PostConstruct

public void init(){

System.out.println("Bean is going through init.");

}

@PreDestroy

public void destroy(){

System.out.println("Bean will destroy now.");

}

Following is the content of the **MainApp.java** file. Here you need to register a shutdown hook **registerShutdownHook()** method that is declared on the AbstractApplicationContext class. This will ensures a graceful shutdown and calls the relevant destroy methods :

AbstractApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

context.registerShutdownHook();

Following is the configuration file **Beans.xml** required for init and destroy methods :

<context:annotation-config/>

<bean id="helloWorld"

class="com.tutorialspoint.HelloWorld"

init-method="init" destroy-method="destroy">

<property name="message" value="Hello World!"/>

</bean>

This will print :

Bean is going through init.

Your Message : Hello World!

Bean will destroy now.

**@Resource Annotation**

You can use **@Resource** annotation on fields or setter methods and it works the same as in Java EE 5. The @Resource annotation takes a 'name' attribute which will be interpreted as the bean name to be injected. You can say, it follows **by-name** autowiring semantics as demonstrated in the below example :

private SpellChecker spellChecker;

@Resource(name= "spellChecker")

public void setSpellChecker( SpellChecker spellChecker ){

this.spellChecker = spellChecker;

}

public SpellChecker getSpellChecker(){

return spellChecker;

}

public void spellCheck(){

spellChecker.checkSpelling();

}

If no 'name' is specified explicitly, the default name is derived from the field name or setter method. In case of a field, it takes the field name; in case of a setter method, it takes the bean property name.

## Java Based Configuration

So far you have seen how we configure Spring beans using XML configuration file. If you are comfortable with XML configuration, then I will say it is really not required to learn how to proceed with Java based configuration because you are going to achieve the same result using either of the configurations available.

Java based configuration option enables you to write most of your Spring configuration without XML but with the help of few Java-based annotations explained below.

**@Configuration & @Bean Annotations**

Annotating a class with the **@Configuration** indicates that the class can be used by the Spring IoC container as a source of bean definitions. The **@Bean** annotation tells Spring that a method annotated with @Bean will return an object that should be registered as a bean in the Spring application context. The simplest possible @Configuration class would be as follows :

@Configuration

public class HelloWorldConfig {

@Bean

public HelloWorld helloWorld(){

return new HelloWorld();

}

}

Above code will be equivalent to the following XML configuration :

<beans>

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld" />

</beans>

Here the method name annotated with @Bean works as bean ID and it creates and returns actual bean. Your configuration class can have declaration for more than one @Bean. Once your configuration classes are defined, you can load & provide them to Spring container using *AnnotationConfigApplicationContext* as follows :

public static void main(String[] args) {

ApplicationContext ctx =

new AnnotationConfigApplicationContext(HelloWorldConfig.class);

HelloWorld helloWorld = ctx.getBean(HelloWorld.class);

helloWorld.setMessage("Hello World!");

helloWorld.getMessage();

}

You can load various configuration classes as follows :

public static void main(String[] args) {

AnnotationConfigApplicationContext ctx =

new AnnotationConfigApplicationContext();

ctx.register(AppConfig.class, OtherConfig.class);

ctx.register(AdditionalConfig.class);

ctx.refresh();

MyService myService = ctx.getBean(MyService.class);

myService.doStuff();

}

**Example**

Here is the content of **HelloWorldConfig.java** file :

@Configuration

public class HelloWorldConfig {

@Bean

public HelloWorld helloWorld(){

return new HelloWorld();

}

}

Here is the content of **HelloWorld.java** file :

private String message;

public void setMessage(String message){

this.message = message;

}

public void getMessage(){

System.out.println("Your Message : " + message);

}

Following is the content of the **MainApp.java** file :

ApplicationContext ctx =

new AnnotationConfigApplicationContext(HelloWorldConfig.class);

HelloWorld helloWorld = ctx.getBean(HelloWorld.class);

helloWorld.setMessage("Hello World!");

helloWorld.getMessage();

This will print :

Your Message : Hello World!

**Injecting Bean Dependencies**

When @Beans have dependencies on one another, expressing that dependency is as simple as having one bean method calling another as follows :

@Configuration

public class AppConfig {

@Bean

public Foo foo() {

return new Foo(bar());

}

@Bean

public Bar bar() {

return new Bar();

}

}

Here, the foo bean receives a reference to bar via constructor injection.

**Example**

Here is the content of **TextEditorConfig.java** file :

@Configuration

public class TextEditorConfig {

@Bean

public TextEditor textEditor(){

return new TextEditor( spellChecker() );

}

@Bean

public SpellChecker spellChecker(){

return new SpellChecker( );

}

}

Here is the content of **TextEditor.java** file :

private SpellChecker spellChecker;

public TextEditor(SpellChecker spellChecker){

System.out.println("Inside TextEditor constructor." );

this.spellChecker = spellChecker;

}

public void spellCheck(){

spellChecker.checkSpelling();

}

Following is the content of another dependent class file **SpellChecker.java** :

public SpellChecker(){

System.out.println("Inside SpellChecker constructor." );

}

public void checkSpelling(){

System.out.println("Inside checkSpelling." );

}

Following is the content of the **MainApp.java** file :

ApplicationContext ctx =

new AnnotationConfigApplicationContext(TextEditorConfig.class);

TextEditor te = ctx.getBean(TextEditor.class);

te.spellCheck();

This will print :

Inside SpellChecker constructor.

Inside TextEditor constructor.

Inside checkSpelling.

**The @Import Annotation**

The **@Import** annotation allows for loading @Bean definitions from another configuration class. Consider a ConfigA class as follows :

@Configuration

public class ConfigA {

@Bean

public A a() {

return new A();

}

}

You can import above Bean declaration in another Bean Declaration as follows :

@Configuration

@Import(ConfigA.class)

public class ConfigB {

@Bean

public B a() {

return new A();

}

}

Now, rather than needing to specify both ConfigA.class and ConfigB.class when instantiating the context, only ConfigB needs to be supplied as follows :

public static void main(String[] args) {

ApplicationContext ctx =

new AnnotationConfigApplicationContext(ConfigB.class);

// now both beans A and B will be available...

A a = ctx.getBean(A.class);

B b = ctx.getBean(B.class);

}

**Lifecycle Callbacks**

The @Bean annotation supports specifying arbitrary initialization and destruction callback methods, much like Spring XML's init-method and destroy-method attributes on the bean element :

public class Foo {

public void init() {

// initialization logic

}

public void cleanup() {

// destruction logic

}

}

@Configuration

public class AppConfig {

@Bean(initMethod = "init", destroyMethod = "cleanup" )

public Foo foo() {

return new Foo();

}

}

**Specifying Bean Scope**

The default scope is singleton, but you can override this with the @Scope annotation as follows :

@Configuration

public class AppConfig {

@Bean

@Scope("prototype")

public Foo foo() {

return new Foo();

}

}

## Event Handling in Spring

You have seen in all the chapters that core of Spring is the **ApplicationContext**, which manages complete life cycle of the beans. The ApplicationContext publishes certain types of events when loading the beans. For example, a *ContextStartedEvent* is published when the context is started and *ContextStoppedEvent* is published when the context is stopped.

Event handling in the *ApplicationContext* is provided through the *ApplicationEvent* class and *ApplicationListener* interface. So if a bean implements the *ApplicationListener*, then every time an *ApplicationEvent* gets published to the ApplicationContext, that bean is notified.

Spring provides the following standard events :

* **ContextRefreshedEvent :** This event is published when the *ApplicationContext* is either initialized or refreshed. This can also be raised using the refresh() method on the *ConfigurableApplicationContext* interface.
* **ContextStartedEvent :** This event is published when the *ApplicationContext* is started using the start() method on the *ConfigurableApplicationContext* interface. You can poll your database or you can re/start any stopped application after receiving this event.
* **ContextStoppedEvent :** This event is published when the *ApplicationContext* is stopped using the stop() method on the *ConfigurableApplicationContext* interface. You can do required housekeep work after receiving this event.
* **ContextClosedEvent :** This event is published when the *ApplicationContext* is closed using the close() method on the *ConfigurableApplicationContext* interface. A closed context reaches its end of life; it cannot be refreshed or restarted.
* **RequestHandledEvent :** This is a web-specific event telling all beans that an HTTP request has been serviced.

Spring's event handling is single-threaded so if an event is published, until and unless all the receivers get the message, the processes are blocked and the flow will not continue. Hence, care should be taken when designing your application if event handling is to be used.

**Listening to Context Events**

To listen a context event, a bean should implement the *ApplicationListener* interface which has just one method **onApplicationEvent()**. So let us write an example to see how the events propagates and how you can put your code to do required task based on certain events.

**Example**

Here is the content of **HelloWorld.java** file :

private String message;

public void setMessage(String message){

this.message = message;

}

public void getMessage(){

System.out.println("Your Message : " + message);

}

Following is the content of the **CStartEventHandler.java** file :

public class CStartEventHandler

implements ApplicationListener<ContextStartedEvent>{

public void onApplicationEvent(ContextStartedEvent event) {

System.out.println("ContextStartedEvent Received");

}

}

Following is the content of the **CStopEventHandler.java** file :

public class CStopEventHandler

implements ApplicationListener<ContextStoppedEvent>{

public void onApplicationEvent(ContextStoppedEvent event) {

System.out.println("ContextStoppedEvent Received");

}

}

Following is the content of the **MainApp.java** file :

ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

// Let us raise a start event.

context.start();

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

// Let us raise a stop event.

context.stop();

Following is the configuration file **Beans.xml** :

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld">

<property name="message" value="Hello World!"/>

</bean>

<bean id="cStartEventHandler"

class="com.tutorialspoint.CStartEventHandler"/>

<bean id="cStopEventHandler"

class="com.tutorialspoint.CStopEventHandler"/>

This will print :

ContextStartedEvent Received

Your Message : Hello World!

ContextStoppedEvent Received

If you like, you can publish your own custom events and later you can capture the same to take any action against those custom events.

## Custom Events in Spring

There are number of steps to be taken to write and publish your own custom events :

* Create a project with a name *SpringExample* and create a package *com.tutorialspoint* under the **src** folder in the created project. All the classes will be created under this package.
* Once your event class is defined, you can publish it from any class, let us say *EventClassPublisher* which implements *ApplicationEventPublisherAware*. You will also need to declare this class in XML configuration file as a bean so that the container can identify the bean as an event publisher because it implements the ApplicationEventPublisherAware interface.
* A published event can be handled in a class, let us say *EventClassHandler* which implements *ApplicationListener* interface and implements *onApplicationEvent* method for the custom event.

**Example**

Here is the content of **CustomEvent.java** file :

public class CustomEvent extends ApplicationEvent{

public CustomEvent(Object source) {

super(source);

}

public String toString(){

return "My Custom Event";

}

}

Following is the content of the **CustomEventPublisher.java** file :

public class CustomEventPublisher

implements ApplicationEventPublisherAware {

private ApplicationEventPublisher publisher;

public void setApplicationEventPublisher

(ApplicationEventPublisher publisher){

this.publisher = publisher;

}

public void publish() {

CustomEvent ce = new CustomEvent(this);

publisher.publishEvent(ce);

}

}

Following is the content of the **CustomEventHandler.java** file :

public class CustomEventHandler

implements ApplicationListener<CustomEvent>{

public void onApplicationEvent(CustomEvent event) {

System.out.println(event.toString());

}

}

Following is the content of the **MainApp.java** file :

ConfigurableApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

CustomEventPublisher cvp =

(CustomEventPublisher) context.getBean("customEventPublisher");

cvp.publish();

cvp.publish();

Following is the configuration file **Beans.xml** :

<bean id="customEventHandler"

class="com.tutorialspoint.CustomEventHandler"/>

<bean id="customEventPublisher"

class="com.tutorialspoint.CustomEventPublisher"/>

This will print :

My Custom Event

My Custom Event

## AOP with Spring Framework

One of the key components of Spring Framework is the **Aspect oriented programming (AOP)** framework. Aspect Oriented Programming entails breaking down program logic into distinct parts called so-called concerns. The functions that span multiple points of an application are called **cross-cutting concerns** and these cross-cutting concerns are conceptually separate from the application's business logic. There are various common good examples of aspects like logging, auditing, declarative transactions, security, and caching etc.

The key unit of modularity in OOP is the class, whereas in AOP the unit of modularity is the aspect. Dependency Injection helps you decouple your application objects from each other and AOP helps you decouple cross-cutting concerns from the objects that they affect. AOP is like triggers in programming languages such as Perl, .NET, Java and others.

Spring AOP module provides interceptors to intercept an application, for example, when a method is executed, you can add extra functionality before or after the method execution.

**AOP Terminologies**

Before we start working with AOP, let us become familiar with the AOP concepts and terminology. These terms are not specific to Spring, rather they are related to AOP :

|  |  |
| --- | --- |
| **Terms** | **Description** |
| Aspect | A module which has a set of APIs providing cross-cutting requirements. For example, a logging module would be called AOP aspect for logging. An application can have any number of aspects depending on the requirement. |
| Join point | This represents a point in your application where you can plug-in AOP aspect. You can also say, it is the actual place in the application where an action will be taken using Spring AOP framework. |
| Advice | This is the actual action to be taken either before or after the method execution. This is actual piece of code that is invoked during program execution by Spring AOP framework. |
| Pointcut | This is a set of one or more joinpoints where an advice should be executed. You can specify pointcuts using expressions or patterns as we will see in our AOP examples. |
| Introduction | An introduction allows you to add new methods or attributes to existing classes. |
| Target object | The object being advised by one or more aspects, this object will always be a proxied object. Also referred to as the advised object. |
| Weaving | Weaving is the process of linking aspects with other application types or objects to create an advised object. This can be done at compile time, load time, or at runtime. |

**Types of Advice**

Spring aspects can work with five kinds of advice :

|  |  |
| --- | --- |
| **Advice** | **Description** |
| before | Run advice before the method execution. |
| after | Run advice after the method execution regardless of its outcome. |
| after-returning | Run advice after the method execution only if method completes successfully. |
| after-throwing | Run advice after the method execution only if method exits by throwing an exception. |
| around | Run advice before and after the advised method is invoked. |

**Custom Aspects Implementation**

Spring supports the **@AspectJ annotation style** approach and the **schema-based** approach to implement custom aspects.

* **XML Schema based :** Aspects are implemented using regular classes along with XML based configuration.
* **@AspectJ based :** @AspectJ refers to a style of declaring aspects as regular Java classes annotated with Java 5 annotations.

## XML Schema Based AOP with Spring

To use the aop namespace tags described in this section, you need to import the spring-aop schema as described below :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:aop="http://www.springframework.org/schema/aop"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/aop

http://www.springframework.org/schema/aop/spring-aop-3.0.xsd ">

<!-- bean definition & AOP specific configuration -->

</beans>

You will also need following AspectJ libraries on the CLASSPATH of your application. These libraries are available in the 'lib' directory of an AspectJ installation, otherwise you can download them from the internet :

* aspectjrt.jar
* aspectjweaver.jar
* aspectj.jar
* aopalliance.jar

**Declaring an aspect**

An **aspect** is declared using the **<aop:aspect>** element, and the backing bean is referenced using the **ref** attribute as follows :

<aop:config>

<aop:aspect id="myAspect" ref="aBean">

...

</aop:aspect>

</aop:config>

<bean id="aBean" class="...">

...

</bean>

Here "aBean" will be configured and dependency injected just like any other Spring bean as you have seen in previous chapters.

**Declaring a pointcut**

A **pointcut** helps in determining the join points (ie methods) of interest to be executed with different advices. While working with XML Schema based configuration, pointcut will be defined as follows :

<aop:config>

<aop:aspect id="myAspect" ref="aBean">

<aop:pointcut id="businessService"

expression="execution(\* com.xyz.myapp.service.\*.\*(..))"/>

...

</aop:aspect>

</aop:config>

<bean id="aBean" class="...">

...

</bean>

The following example defines a pointcut named 'businessService' that will match the execution of getName() method available in Student class under the package com.tutorialspoint :

<aop:config>

<aop:aspect id="myAspect" ref="aBean">

<aop:pointcut id="businessService"

expression="execution(\* com.tutorialspoint.Student.getName(..))"/>

...

</aop:aspect>

</aop:config>

<bean id="aBean" class="...">

...

</bean>

**Declaring advices**

You can declare any of the five advices inside an <aop:aspect> using the <aop:{ADVICE NAME}> element as given below :

<aop:config>

<aop:aspect id="myAspect" ref="aBean">

<aop:pointcut id="businessService"

expression="execution(\* com.xyz.myapp.service.\*.\*(..))"/>

<!-- a before advice definition -->

<aop:before pointcut-ref="businessService"

method="doRequiredTask"/>

<!-- an after advice definition -->

<aop:after pointcut-ref="businessService"

method="doRequiredTask"/>

<!-- an after-returning advice definition -->

<!--The doRequiredTask method must have parameter named retVal -->

<aop:after-returning pointcut-ref="businessService"

returning="retVal"

method="doRequiredTask"/>

<!-- an after-throwing advice definition -->

<!--The doRequiredTask method must have parameter named ex -->

<aop:after-throwing pointcut-ref="businessService"

throwing="ex"

method="doRequiredTask"/>

<!-- an around advice definition -->

<aop:around pointcut-ref="businessService"

method="doRequiredTask"/>

...

</aop:aspect>

</aop:config>

<bean id="aBean" class="...">

...

</bean>

You can use same **doRequiredTask** or different methods for different advices. These methods will be defined as a part of aspect module.

**Example**

Here is the content of **Logging.java** file. This is actually a sample of aspect module which defines methods to be called at various points :

/\*\*

\* This is the method which I would like to execute

\* before a selected method execution.

\*/

public void beforeAdvice(){

System.out.println("Going to setup student profile.");

}

/\*\*

\* This is the method which I would like to execute

\* after a selected method execution.

\*/

public void afterAdvice(){

System.out.println("Student profile has been setup.");

}

/\*\*

\* This is the method which I would like to execute

\* when any method returns.

\*/

public void afterReturningAdvice(Object retVal){

System.out.println("Returning:" + retVal.toString() );

}

/\*\*

\* This is the method which I would like to execute

\* if there is an exception raised.

\*/

public void AfterThrowingAdvice(IllegalArgumentException ex){

System.out.println("There has been an exception: " + ex.toString());

}

Following is the content of the **Student.java** file :

private Integer age;

private String name;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

System.out.println("Age : " + age );

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

System.out.println("Name : " + name );

return name;

}

public void printThrowException(){

System.out.println("Exception raised");

throw new IllegalArgumentException();

}

Following is the content of the **MainApp.java** file :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

Student student = (Student) context.getBean("student");

student.getName();

student.getAge();

student.printThrowException();

Following is the configuration file **Beans.xml** :

<aop:config>

<aop:aspect id="log" ref="logging">

<aop:pointcut id="selectAll"

expression="execution(\* com.tutorialspoint.\*.\*(..))"/>

<aop:before pointcut-ref="selectAll" method="beforeAdvice"/>

<aop:after pointcut-ref="selectAll" method="afterAdvice"/>

<aop:after-returning pointcut-ref="selectAll"

returning="retVal"

method="afterReturningAdvice"/>

<aop:after-throwing pointcut-ref="selectAll"

throwing="ex"

method="AfterThrowingAdvice"/>

</aop:aspect>

</aop:config>

<!-- Definition for student bean -->

<bean id="student" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<property name="age" value="11"/>

</bean>

<!-- Definition for logging aspect -->

<bean id="logging" class="com.tutorialspoint.Logging"/>

This will print :

Going to setup student profile.

Name : Zara

Student profile has been setup.

Returning:Zara

Going to setup student profile.

Age : 11

Student profile has been setup.

Returning:11

Going to setup student profile.

Exception raised

Student profile has been setup.

There has been an exception: java.lang.IllegalArgumentException

.....

other exception content

Let me explain that above defined <aop:pointcut> selects all the methods defined under the package com.tutorialspoint. Let us suppose, you want to execute your advice before or after a particular method, you can define your pointcut to narrow down your execution by replacing stars (\*) in pointcut definition with actual class and method names. Below is a modified XML configuration file to show the concept :

<aop:config>

<aop:aspect id="log" ref="logging">

<aop:pointcut id="selectAll"

expression="execution(\* com.tutorialspoint.Student.getName(..))"/>

<aop:before pointcut-ref="selectAll" method="beforeAdvice"/>

<aop:after pointcut-ref="selectAll" method="afterAdvice"/>

</aop:aspect>

</aop:config>

<!-- Definition for student bean -->

<bean id="student" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<property name="age" value="11"/>

</bean>

<!-- Definition for logging aspect -->

<bean id="logging" class="com.tutorialspoint.Logging"/>

This will print :

Going to setup student profile.

Name : Zara

Student profile has been setup.

Age : 11

Exception raised

.....

other exception content

## @AspectJ Based AOP with Spring

@AspectJ refers to a style of declaring aspects as regular Java classes annotated with Java 5 annotations. The @AspectJ support is enabled by including the following element inside your XML Schema-based configuration file :

<aop:aspectj-autoproxy/>

You will also need following AspectJ libraries on the classpath of your application. These libraries are available in the 'lib' directory of an AspectJ installation, otherwise you can download them from the internet :

* aspectjrt.jar
* aspectjweaver.jar
* aspectj.jar
* aopalliance.jar

**Declaring an aspect**

Aspects classes are like any other normal bean and may have methods and fields just like any other class, except that they will be annotated with @Aspect :

import org.aspectj.lang.annotation.Aspect;

@Aspect

public class AspectModule {…}

They will be configured in XML like any other bean :

<bean id="myAspect" class="org.xyz.AspectModule">

<!-- configure properties of aspect here as normal -->

</bean>

**Declaring a pointcut**

A **pointcut** helps in determining the join points (ie methods) of interest to be executed with different advices. While working with @AspectJ based configuration, pointcut declaration has two parts :

* A pointcut expression that determines exactly which method executions we are interested in.
* A pointcut signature comprising a name and any number of parameters. The actual body of the method is irrelevant and in fact should be empty.

The following example defines a pointcut named 'businessService' that will match the execution of every method available in the classes under the package com.xyz.myapp.service :

import org.aspectj.lang.annotation.Pointcut;

@Pointcut("execution(\* com.xyz.myapp.service.\*.\*(..))") // expression

private void businessService() {} // signature

The following example defines a pointcut named 'getname' that will match the execution of getName() method available in Student class under the package com.tutorialspoint :

@Pointcut("execution(\* com.tutorialspoint.Student.getName(..))")

private void getname() {}

**Declaring advices**

You can declare any of the five advices using @{ADVICE-NAME} annotations. This assumes that you already have defined a pointcut signature method businessService() :

@Before("businessService()")

public void doBeforeTask(){

...

}

@After("businessService()")

public void doAfterTask(){

...

}

@AfterReturning(pointcut = "businessService()", returning="retVal")

public void doAfterReturnningTask(Object retVal){

// you can intercept retVal here.

...

}

@AfterThrowing(pointcut = "businessService()", throwing="ex")

public void doAfterThrowingTask(Exception ex){

// you can intercept thrown exception here.

...

}

@Around("businessService()")

public void doAroundTask(){

...

}

You can define you pointcut inline for any of the advices. Below is an example to define inline pointcut for before advice :

@Before("execution(\* com.xyz.myapp.service.\*.\*(..))")

public doBeforeTask(){…}

**@AspectJ Based AOP Example**

Here is the content of **Logging.java** file. This is actually a sample of aspect module which defines methods to be called at various points :

@Aspect

public class Logging {

/\*\* Following is the definition for a pointcut to select

\* all the methods available. So advice will be called

\* for all the methods.

\*/

@Pointcut("execution(\* com.tutorialspoint.\*.\*(..))")

private void selectAll(){}

/\*\*

\* This is the method which I would like to execute

\* before a selected method execution.

\*/

@Before("selectAll()")

public void beforeAdvice(){

System.out.println("Going to setup student profile.");

}

/\*\*

\* This is the method which I would like to execute

\* after a selected method execution.

\*/

@After("selectAll()")

public void afterAdvice(){

System.out.println("Student profile has been setup.");

}

/\*\*

\* This is the method which I would like to execute

\* when any method returns.

\*/

@AfterReturning(pointcut = "selectAll()", returning="retVal")

public void afterReturningAdvice(Object retVal){

System.out.println("Returning:" + retVal.toString() );

}

/\*\*

\* This is the method which I would like to execute

\* if there is an exception raised by any method.

\*/

@AfterThrowing(pointcut = "selectAll()", throwing = "ex")

public void AfterThrowingAdvice(IllegalArgumentException ex){

System.out.println("There has been an exception: " + ex.toString());

}

}

Following is the content of the **Student.java** file :

private Integer age;

private String name;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

System.out.println("Age : " + age );

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

System.out.println("Name : " + name );

return name;

}

public void printThrowException(){

System.out.println("Exception raised");

throw new IllegalArgumentException();

}

Following is the content of the **MainApp.java** file :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

Student student = (Student) context.getBean("student");

student.getName();

student.getAge();

student.printThrowException();

Following is the configuration file **Beans.xml** :

<aop:aspectj-autoproxy/>

<!-- Definition for student bean -->

<bean id="student" class="com.tutorialspoint.Student">

<property name="name" value="Zara" />

<property name="age" value="11"/>

</bean>

<!-- Definition for logging aspect -->

<bean id="logging" class="com.tutorialspoint.Logging"/>

This will print :

Going to setup student profile.

Name : Zara

Student profile has been setup.

Returning:Zara

Going to setup student profile.

Age : 11

Student profile has been setup.

Returning:11

Going to setup student profile.

Exception raised

Student profile has been setup.

There has been an exception: java.lang.IllegalArgumentException

.....

other exception content

## JDBC Framework Overview

While working with database using plain old JDBC, it becomes cumbersome to write unnecessary code to handle exceptions, opening and closing database connections etc. But Spring JDBC Framework takes care of all the low-level details starting from opening the connection, prepare and execute the SQL statement, process exceptions, handle transactions and finally close the connection.

So what you have do is just define connection parameters and specify the SQL statement to be executed and do the required work for each iteration while fetching data from the database.

Spring JDBC provides several approaches and correspondingly different classes to interface with the database. I'm going to take classic and the most popular approach which makes use of **JdbcTemplate** class of the framework. This is the central framework class that manages all the database communication and exception handling.

**JdbcTemplate Class**

The JdbcTemplate class executes SQL queries, update statements and stored procedure calls, performs iteration over ResultSets and extraction of returned parameter values. It also catches JDBC exceptions and translates them to the generic, more informative, exception hierarchy defined in the org.springframework.dao package.

Instances of the *JdbcTemplate* class are *threadsafe* once configured. So you can configure a single instance of a *JdbcTemplate* and then safely inject this shared reference into multiple DAOs.

A common practice when using the JdbcTemplate class is to configure a *DataSource* in your Spring configuration file, and then dependency-inject that shared DataSource bean into your DAO classes, and the JdbcTemplate is created in the setter for the DataSource.

**Configuring Data Source**

Let us create a database table **Student** in our database **TEST**. I assume you are working with MySQL database, if you work with any other database then you can change your DDL and SQL queries accordingly :

CREATE TABLE Student(

ID INT NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(20) NOT NULL,

AGE INT NOT NULL,

PRIMARY KEY (ID)

);

Now we need to supply a DataSource to the JdbcTemplate so it can configure itself to get database access. You can configure the DataSource in the XML file with a piece of code as shown below :

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/TEST"/>

<property name="username" value="root"/>

<property name="password" value="password"/>

</bean>

**Data Access Object (DAO)**

DAO stands for data access object which is commonly used for database interaction. DAOs exist to provide a means to read and write data to the database and they should expose this functionality through an interface by which the rest of the application will access them.

The Data Access Object (DAO) support in Spring makes it easy to work with data access technologies like JDBC, Hibernate, JPA or JDO in a consistent way.

**Executing SQL statements**

Let us see how we can perform CRUD (Create, Read, Update and Delete) operation on database tables using SQL and jdbcTemplate object.

Querying for an integer :

String SQL = "select count(\*) from Student";

int rowCount = jdbcTemplateObject.queryForInt( SQL );

Querying for a long :

String SQL = "select count(\*) from Student";

long rowCount = jdbcTemplateObject.queryForLong( SQL );

A simple query using a bind variable :

String SQL = "select age from Student where id = ?";

int age = jdbcTemplateObject.queryForInt(SQL, new Object[]{10});

Querying for a String :

String SQL = "select name from Student where id = ?";

String name = jdbcTemplateObject.queryForObject(SQL, new Object[]{10}, String.class);

Querying and returning an object :

String SQL = "select \* from Student where id = ?";

Student student = jdbcTemplateObject.queryForObject(SQL,

new Object[]{10}, new StudentMapper());

public class StudentMapper implements RowMapper<Student> {

public Student mapRow(ResultSet rs, int rowNum) throws SQLException {

Student student = new Student();

student.setID(rs.getInt("id"));

student.setName(rs.getString("name"));

student.setAge(rs.getInt("age"));

return student;

}

}

Querying and returning multiple objects :

String SQL = "select \* from Student";

List<Student> students = jdbcTemplateObject.query(SQL,

new StudentMapper());

public class StudentMapper implements RowMapper<Student> {

public Student mapRow(ResultSet rs, int rowNum) throws SQLException {

Student student = new Student();

student.setID(rs.getInt("id"));

student.setName(rs.getString("name"));

student.setAge(rs.getInt("age"));

return student;

}

}

Inserting a row into the table :

String SQL = "insert into Student (name, age) values (?, ?)";

jdbcTemplateObject.update( SQL, new Object[]{"Zara", 11} );

Updating a row into the table :

String SQL = "update Student set name = ? where id = ?";

jdbcTemplateObject.update( SQL, new Object[]{"Zara", 10} );

Deleting a row from the table :

String SQL = "delete Student where id = ?";

jdbcTemplateObject.update( SQL, new Object[]{20} );

**Executing DDL Statements**

You can use the **execute(..)** method from *jdbcTemplate* to execute any SQL statements or DDL statements. Following is an example to use CREATE statement to create a table :

String SQL = "CREATE TABLE Student( " +

"ID INT NOT NULL AUTO\_INCREMENT, " +

"NAME VARCHAR(20) NOT NULL, " +

"AGE INT NOT NULL, " +

"PRIMARY KEY (ID));"

jdbcTemplateObject.execute( SQL );

## Spring JDBC Example

To understand the concepts related to Spring JDBC framework with JdbcTemplate class, let us write a simple example which will implement all the CRUD operations on the following Student table :

CREATE TABLE Student(

ID INT NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(20) NOT NULL,

AGE INT NOT NULL,

PRIMARY KEY (ID)

);

Before proceeding, we have to add Spring JDBC specific latest libraries mysql-connector-java.jar, org.springframework.jdbc.jar and org.springframework.transaction.jar in the project.

Following is the content of the Data Access Object interface file **StudentDAO.java** :

package com.tutorialspoint;

import java.util.List;

import javax.sql.DataSource;

public interface StudentDAO {

/\*\*

\* This is the method to be used to initialize

\* database resources ie. connection.

\*/

public void setDataSource(DataSource ds);

/\*\*

\* This is the method to be used to create

\* a record in the Student table.

\*/

public void create(String name, Integer age);

/\*\*

\* This is the method to be used to list down

\* a record from the Student table corresponding

\* to a passed student id.

\*/

public Student getStudent(Integer id);

/\*\*

\* This is the method to be used to list down

\* all the records from the Student table.

\*/

public List<Student> listStudents();

/\*\*

\* This is the method to be used to delete

\* a record from the Student table corresponding

\* to a passed student id.

\*/

public void delete(Integer id);

/\*\*

\* This is the method to be used to update

\* a record into the Student table.

\*/

public void update(Integer id, Integer age);

}

Following is the content of the **Student.java** file :

package com.tutorialspoint;

public class Student {

private Integer age;

private String name;

private Integer id;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

}

Following is the content of the **StudentMapper.java** file :

package com.tutorialspoint;

import java.sql.ResultSet;

import java.sql.SQLException;

import org.springframework.jdbc.core.RowMapper;

public class StudentMapper implements RowMapper<Student> {

public Student mapRow(ResultSet rs, int rowNum) throws SQLException {

Student student = new Student();

student.setId(rs.getInt("id"));

student.setName(rs.getString("name"));

student.setAge(rs.getInt("age"));

return student;

}

}

Following is the implementation class file **StudentJDBCTemplate.java** for the defined DAO interface StudentDAO :

package com.tutorialspoint;

import java.util.List;

import javax.sql.DataSource;

import org.springframework.jdbc.core.JdbcTemplate;

public class StudentJDBCTemplate implements StudentDAO {

private DataSource dataSource;

private JdbcTemplate jdbcTemplateObject;

public void setDataSource(DataSource dataSource) {

this.dataSource = dataSource;

this.jdbcTemplateObject = new JdbcTemplate(dataSource);

}

public void create(String name, Integer age) {

String SQL = "insert into Student (name, age) values (?, ?)";

jdbcTemplateObject.update( SQL, name, age);

System.out.println("Created Record Name = " + name + " Age = " + age);

return;

}

public Student getStudent(Integer id) {

String SQL = "select \* from Student where id = ?";

Student student = jdbcTemplateObject.queryForObject(SQL,

new Object[]{id}, new StudentMapper());

return student;

}

public List<Student> listStudents() {

String SQL = "select \* from Student";

List <Student> students = jdbcTemplateObject.query(SQL,

new StudentMapper());

return students;

}

public void delete(Integer id){

String SQL = "delete from Student where id = ?";

jdbcTemplateObject.update(SQL, id);

System.out.println("Deleted Record with ID = " + id );

return;

}

public void update(Integer id, Integer age){

String SQL = "update Student set age = ? where id = ?";

jdbcTemplateObject.update(SQL, age, id);

System.out.println("Updated Record with ID = " + id );

return;

}

}

Following is the content of the **MainApp.java** file :

package com.tutorialspoint;

import java.util.List;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.tutorialspoint.StudentJDBCTemplate;

public class MainApp {

public static void main(String[] args) {

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

StudentJDBCTemplate studentJDBCTemplate =

(StudentJDBCTemplate)context.getBean("studentJDBCTemplate");

System.out.println("------Records Creation--------" );

studentJDBCTemplate.create("Zara", 11);

studentJDBCTemplate.create("Nuha", 2);

studentJDBCTemplate.create("Ayan", 15);

System.out.println("------Listing Multiple Records--------" );

List<Student> students = studentJDBCTemplate.listStudents();

for (Student record : students) {

System.out.print("ID : " + record.getId() );

System.out.print(", Name : " + record.getName() );

System.out.println(", Age : " + record.getAge());

}

System.out.println("----Updating Record with ID = 2 -----" );

studentJDBCTemplate.update(2, 20);

System.out.println("----Listing Record with ID = 2 -----" );

Student student = studentJDBCTemplate.getStudent(2);

System.out.print("ID : " + student.getId() );

System.out.print(", Name : " + student.getName() );

System.out.println(", Age : " + student.getAge());

}

}

Following is the configuration file **Beans.xml** :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd ">

<!-- Initialization for data source -->

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/TEST"/>

<property name="username" value="root"/>

<property name="password" value="password"/>

</bean>

<!-- Definition for studentJDBCTemplate bean -->

<bean id="studentJDBCTemplate"

class="com.tutorialspoint.StudentJDBCTemplate">

<property name="dataSource" ref="dataSource" />

</bean>

</beans>

This will print :

------Records Creation--------

Created Record Name = Zara Age = 11

Created Record Name = Nuha Age = 2

Created Record Name = Ayan Age = 15

------Listing Multiple Records--------

ID : 1, Name : Zara, Age : 11

ID : 2, Name : Nuha, Age : 2

ID : 3, Name : Ayan, Age : 15

----Updating Record with ID = 2 -----

Updated Record with ID = 2

----Listing Record with ID = 2 -----

ID : 2, Name : Nuha, Age : 20

There are other approaches to access the database where you will use **NamedParameterJdbcTemplate** and **SimpleJdbcTemplate** classes, so if you are interested in learning these classes then kindly check reference manual for Spring Framework.

## SQL Stored Procedure in Spring

The **SimpleJdbcCall** class can be used to call a stored procedure with IN and OUT parameters. You can use this approach while working with either of the RDBMS like Apache Derby, DB2, MySQL, Microsoft SQL Server, Oracle, and Sybase.

To understand the approach let us take our Student table which can be created in MySQL TEST database with the following DDL :

CREATE TABLE Student(

ID INT NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(20) NOT NULL,

AGE INT NOT NULL,

PRIMARY KEY (ID)

);

Next, consider the following MySQL stored procedure which takes student Id and returns corresponding student's name and age using OUT parameters. So let us create this stored procedure in your TEST database using MySQL command prompt :

DELIMITER $$

DROP PROCEDURE IF EXISTS `TEST`.`getRecord` $$

CREATE PROCEDURE `TEST`.`getRecord` (

IN in\_id INTEGER,

OUT out\_name VARCHAR(20),

OUT out\_age INTEGER)

BEGIN

SELECT name, age

INTO out\_name, out\_age

FROM Student where id = in\_id;

END $$

DELIMITER ;

Now let us write our Spring JDBC application which will implement simple Create and Read operations on our Student table.

Following is the content of the Data Access Object interface file **StudentDAO.java** :

package com.tutorialspoint;

import java.util.List;

import javax.sql.DataSource;

public interface StudentDAO {

/\*\*

\* This is the method to be used to initialize

\* database resources ie. connection.

\*/

public void setDataSource(DataSource ds);

/\*\*

\* This is the method to be used to create

\* a record in the Student table.

\*/

public void create(String name, Integer age);

/\*\*

\* This is the method to be used to list down

\* a record from the Student table corresponding

\* to a passed student id.

\*/

public Student getStudent(Integer id);

/\*\*

\* This is the method to be used to list down

\* all the records from the Student table.

\*/

public List<Student> listStudents();

}

Following is the content of the **Student.java** file :

package com.tutorialspoint;

public class Student {

private Integer age;

private String name;

private Integer id;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

}

Following is the content of the **StudentMapper.java** file :

package com.tutorialspoint;

import java.sql.ResultSet;

import java.sql.SQLException;

import org.springframework.jdbc.core.RowMapper;

public class StudentMapper implements RowMapper<Student> {

public Student mapRow(ResultSet rs, int rowNum) throws SQLException {

Student student = new Student();

student.setId(rs.getInt("id"));

student.setName(rs.getString("name"));

student.setAge(rs.getInt("age"));

return student;

}

}

Following is the implementation class file **StudentJDBCTemplate.java** for the defined DAO interface StudentDAO :

package com.tutorialspoint;

import java.util.Map;

import javax.sql.DataSource;

import org.springframework.jdbc.core.JdbcTemplate;

import org.springframework.jdbc.core.namedparam.MapSqlParameterSource;

import org.springframework.jdbc.core.namedparam.SqlParameterSource;

import org.springframework.jdbc.core.simple.SimpleJdbcCall;

public class StudentJDBCTemplate implements StudentDAO {

private DataSource dataSource;

private SimpleJdbcCall jdbcCall;

public void setDataSource(DataSource dataSource) {

this.dataSource = dataSource;

this.jdbcCall = new SimpleJdbcCall(dataSource).

withProcedureName("getRecord");

}

public void create(String name, Integer age) {

JdbcTemplate jdbcTemplateObject = new JdbcTemplate(dataSource);

String SQL = "insert into Student (name, age) values (?, ?)";

jdbcTemplateObject.update( SQL, name, age);

System.out.println("Created Record Name = " + name + " Age = " + age);

return;

}

public Student getStudent(Integer id) {

SqlParameterSource in = new MapSqlParameterSource().

addValue("in\_id", id);

Map<String, Object> out = jdbcCall.execute(in);

Student student = new Student();

student.setId(id);

student.setName((String) out.get("out\_name"));

student.setAge((Integer) out.get("out\_age"));

return student;

}

public List<Student> listStudents() {

String SQL = "select \* from Student";

List <Student> students = jdbcTemplateObject.query(SQL,

new StudentMapper());

return students;

}

}

Few words about above program: The code you write for the execution of the call involves creating an *SqlParameterSource* containing the IN parameter. It's important to match the name provided for the input value with that of the parameter name declared in the stored procedure. The *execute* method takes the IN parameters and returns a Map containing any out parameters keyed by the name as specified in the stored procedure.

Now let us move with the main application file **MainApp.java**, which is as follows :

public class MainApp {

public static void main(String[] args) {

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

StudentJDBCTemplate studentJDBCTemplate =

(StudentJDBCTemplate)context.getBean("studentJDBCTemplate");

System.out.println("------Records Creation--------" );

studentJDBCTemplate.create("Zara", 11);

studentJDBCTemplate.create("Nuha", 2);

studentJDBCTemplate.create("Ayan", 15);

System.out.println("------Listing Multiple Records--------" );

List<Student> students = studentJDBCTemplate.listStudents();

for (Student record : students) {

System.out.print("ID : " + record.getId() );

System.out.print(", Name : " + record.getName() );

System.out.println(", Age : " + record.getAge());

}

System.out.println("----Listing Record with ID = 2 -----" );

Student student = studentJDBCTemplate.getStudent(2);

System.out.print("ID : " + student.getId() );

System.out.print(", Name : " + student.getName() );

System.out.println(", Age : " + student.getAge());

}

}

Following is the configuration file **Beans.xml** :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd ">

<!-- Initialization for data source -->

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/TEST"/>

<property name="username" value="root"/>

<property name="password" value="password"/>

</bean>

<!-- Definition for studentJDBCTemplate bean -->

<bean id="studentJDBCTemplate"

class="com.tutorialspoint.StudentJDBCTemplate">

<property name="dataSource" ref="dataSource" />

</bean>

</beans>

This will print :

------Records Creation--------

Created Record Name = Zara Age = 11

Created Record Name = Nuha Age = 2

Created Record Name = Ayan Age = 15

------Listing Multiple Records--------

ID : 1, Name : Zara, Age : 11

ID : 2, Name : Nuha, Age : 2

ID : 3, Name : Ayan, Age : 15

----Updating Record with ID = 2 -----

Updated Record with ID = 2

----Listing Record with ID = 2 -----

ID : 2, Name : Nuha, Age : 20

## Transaction Management

A database transaction is a sequence of actions that are treated as a single unit of work. These actions should either complete entirely or take no effect at all. Transaction management is an important part of and RDBMS oriented enterprise applications to ensure data integrity and consistency. The concept of transactions can be described with following four key properties described as **ACID** :

* **Atomicity :** A transaction should be treated as a single unit of operation which means either the entire sequence of operations is successful or unsuccessful.
* **Consistency :** This represents the consistency of the referential integrity of the database, unique primary keys in tables etc.
* **Isolation :** There may be many transactions processing with the same data set at the same time, each transaction should be isolated from others to prevent data corruption.
* **Durability :** Once a transaction has completed, the results of this transaction have to be made permanent and cannot be erased from the database due to system failure.

A real RDBMS database system will guarantee all the four properties for each transaction. The simplistic view of a transaction issued to the database using SQL is as follows :

* Begin the transaction using *begin transaction* command.
* Perform various delete, update or insert operations using SQL queries.
* If all the operation are successful then perform *commit* otherwise *rollback* all the operations.

Spring framework provides an abstract layer on top of different underlying transaction management APIs. The Spring's transaction support aims to provide an alternative to EJB transactions by adding transaction capabilities to POJOs. Spring supports both programmatic and declarative transaction management. EJBs requires an application server, but Spring transaction management can be implemented without a need of application server.

**Local vs. Global Transactions**

Local transactions are specific to a single transactional resource like a JDBC connection, whereas global transactions can span multiple transactional resources like transaction in a distributed system.

Local transaction management can be useful in a centralized computing environment where application components and resources are located at a single site, and transaction management only involves a local data manager running on a single machine. Local transactions are easier to be implemented.

Global transaction management is required in a distributed computing environment where all the resources are distributed across multiple systems. In such a case transaction management needs to be done both at local and global levels. A distributed or a global transaction is executed across multiple systems, and its execution requires coordination between the global transaction management system and all the local data managers of all the involved systems.

**Programmatic vs. Declarative**

Spring supports two types of transaction management :

* **Programmatic transaction management :** This means that you have manage the transaction with the help of programming. That gives you extreme flexibility, but it is difficult to maintain.
* **Declarative transaction management :** This means you separate transaction management from the business code. You only use annotations or XML based configuration to manage the transactions.

Declarative transaction management is preferable over programmatic transaction management though it is less flexible than programmatic transaction management, which allows you to control transactions through your code. But as a kind of crosscutting concern, declarative transaction management can be modularized with the AOP approach. Spring supports declarative transaction management through the Spring AOP framework.

**Programmatic Transaction Management**

Programmatic transaction management approach allows you to manage the transaction with the help of programming in your source code. That gives you extreme flexibility, but it is difficult to maintain.

Before we begin, it is important to have at least two database tables on which we can perform various CRUD operations with the help of transactions. Let us take **Student** table, which can be created in MySQL TEST database with the following DDL :

CREATE TABLE Student(

ID INT NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(20) NOT NULL,

AGE INT NOT NULL,

PRIMARY KEY (ID)

);

Second table is **Marks** in which we will maintain marks for students based on years. Here **SID** is the foreign key for Student table :

CREATE TABLE Marks(

SID INT NOT NULL,

MARKS INT NOT NULL,

YEAR INT NOT NULL

);

Let us use *PlatformTransactionManager* directly to implement programmatic approach to implement transactions. To start a new transaction you need to have an instance of *TransactionDefinition* with the appropriate transaction attributes. For this example we will simply create an instance of *DefaultTransactionDefinition* to use the default transaction attributes.

Once the TransactionDefinition is created, you can start your transaction by calling *getTransaction()* method, which returns an instance of *TransactionStatus*. The *TransactionStatus* objects helps in tracking the current status of the transaction and finally, if everything goes fine, you can use *commit()* method of *PlatformTransactionManager* to commit the transaction, otherwise you can use *rollback()* to rollback the complete operation.

**Example**

Following is the content of the Data Access Object interface file **StudentDAO.java** :

/\*\*

\* This is the method to be used to initialize

\* database resources ie. connection.

\*/

public void setDataSource(DataSource ds);

/\*\*

\* This is the method to be used to create

\* a record in the Student and Marks tables.

\*/

public void create(String name, Integer age, Integer marks, Integer year);

/\*\*

\* This is the method to be used to list down

\* all the records from the Student and Marks tables.

\*/

public List<StudentMarks> listStudents();

Following is the content of the **StudentMarks.java** file :

private Integer age;

private String name;

private Integer id;

private Integer marks;

private Integer year;

private Integer sid;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

public void setMarks(Integer marks) {

this.marks = marks;

}

public Integer getMarks() {

return marks;

}

public void setYear(Integer year) {

this.year = year;

}

public Integer getYear() {

return year;

}

public void setSid(Integer sid) {

this.sid = sid;

}

public Integer getSid() {

return sid;

}

Following is the content of the **StudentMarksMapper.java** file :

public StudentMarks mapRow(ResultSet rs, int rowNum) throws SQLException {

StudentMarks studentMarks = new StudentMarks();

studentMarks.setId(rs.getInt("id"));

studentMarks.setName(rs.getString("name"));

studentMarks.setAge(rs.getInt("age"));

studentMarks.setSid(rs.getInt("sid"));

studentMarks.setMarks(rs.getInt("marks"));

studentMarks.setYear(rs.getInt("year"));

return studentMarks;

}

Following is the implementation class file **StudentJDBCTemplate.java** for the defined DAO interface StudentDAO :

private DataSource dataSource;

private JdbcTemplate jdbcTemplateObject;

private PlatformTransactionManager transactionManager;

public void setDataSource(DataSource dataSource) {

this.dataSource = dataSource;

this.jdbcTemplateObject = new JdbcTemplate(dataSource);

}

public void setTransactionManager(

PlatformTransactionManager transactionManager) {

this.transactionManager = transactionManager;

}

public void create(String name, Integer age, Integer marks, Integer year){

TransactionDefinition def = new DefaultTransactionDefinition();

TransactionStatus status = transactionManager.getTransaction(def);

try {

String SQL1 = "insert into Student (name, age) values (?, ?)";

jdbcTemplateObject.update( SQL1, name, age);

// Get the latest student id to be used in Marks table

String SQL2 = "select max(id) from Student";

int sid = jdbcTemplateObject.queryForObject(SQL2, Integer.class);

String SQL3 = "insert into Marks(sid, marks, year) " +

"values (?, ?, ?)";

jdbcTemplateObject.update( SQL3, sid, marks, year);

System.out.println("Created Name = " + name + ", Age = " + age);

transactionManager.commit(status);

} catch (DataAccessException e) {

System.out.println("Error in creating record, rolling back");

transactionManager.rollback(status);

throw e;

}

return;

}

public List<StudentMarks> listStudents() {

String SQL = "select \* from Student, Marks where Student.id=Marks.sid";

List <StudentMarks> studentMarks = jdbcTemplateObject.query(SQL,

new StudentMarksMapper());

return studentMarks;

}

Now let us move with the main application file **MainApp.java**, which is as follows :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

StudentJDBCTemplate studentJDBCTemplate =

(StudentJDBCTemplate)context.getBean("studentJDBCTemplate");

System.out.println("------Records creation--------" );

studentJDBCTemplate.create("Zara", 11, 99, 2010);

studentJDBCTemplate.create("Nuha", 20, 97, 2010);

studentJDBCTemplate.create("Ayan", 25, 100, 2011);

System.out.println("------Listing all the records--------" );

List<StudentMarks> studentMarks = studentJDBCTemplate.listStudents();

for (StudentMarks record : studentMarks) {

System.out.print("ID : " + record.getId() );

System.out.print(", Name : " + record.getName() );

System.out.print(", Marks : " + record.getMarks());

System.out.print(", Year : " + record.getYear());

System.out.println(", Age : " + record.getAge());

}

Following is the configuration file **Beans.xml** :

<!-- Initialization for data source -->

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/TEST"/>

<property name="username" value="root"/>

<property name="password" value="password"/>

</bean>

<!-- Initialization for TransactionManager -->

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

<!-- Definition for studentJDBCTemplate bean -->

<bean id="studentJDBCTemplate"

class="com.tutorialspoint.StudentJDBCTemplate">

<property name="dataSource" ref="dataSource" />

<property name="transactionManager" ref="transactionManager" />

</bean>

This will print :

------Records creation--------

Created Name = Zara, Age = 11

Created Name = Nuha, Age = 20

Created Name = Ayan, Age = 25

------Listing all the records--------

ID : 13, Name : Zara, Marks : 99, Year : 2010, Age : 11

ID : 14, Name : Nuha, Marks : 97, Year : 2010, Age : 20

ID : 15, Name : Ayan, Marks : 100, Year : 2011, Age : 25

**Declarative Transaction Management**

Declarative transaction management approach allows you to manage the transaction with the help of configuration instead of hard coding in your source code. This means that you can separate transaction management from the business code. You only use annotations or XML based configuration to manage the transactions. The bean configuration will specify the methods to be transactional. Here are the steps associated with declarative transaction :

* We use <tx:advice /> tag, which creates a transaction-handling advice and same time we define a pointcut that matches all methods we wish to make transactional and reference the transactional advice.
* If a method name has been included in the transactional configuration then created advice will begin the transaction before calling the method.
* Target method will be executed in a *try / catch* block.
* If the method finishes normally, the AOP advice commits the transaction successfully otherwise it performs a rollback.

**Example**

Let us see how above mentioned steps work but before we begin, it is important to have at least two database tables on which we can perform various CRUD operations with the help of transactions. Let us take **Student** table, which can be created in MySQL TEST database with the following DDL :

CREATE TABLE Student(

ID INT NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(20) NOT NULL,

AGE INT NOT NULL,

PRIMARY KEY (ID)

);

Second table is **Marks** in which we will maintain marks for students based on years. Here **SID** is the foreign key for Student table :

CREATE TABLE Marks(

SID INT NOT NULL,

MARKS INT NOT NULL,

YEAR INT NOT NULL

);

Following is the content of the Data Access Object interface file **StudentDAO.java** :

/\*\*

\* This is the method to be used to initialize

\* database resources ie. connection.

\*/

public void setDataSource(DataSource ds);

/\*\*

\* This is the method to be used to create

\* a record in the Student and Marks tables.

\*/

public void create(String name, Integer age, Integer marks, Integer year);

/\*\*

\* This is the method to be used to list down

\* all the records from the Student and Marks tables.

\*/

public List<StudentMarks> listStudents();

Following is the content of the **StudentMarks.java** file :

private Integer age;

private String name;

private Integer id;

private Integer marks;

private Integer year;

private Integer sid;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

public void setMarks(Integer marks) {

this.marks = marks;

}

public Integer getMarks() {

return marks;

}

public void setYear(Integer year) {

this.year = year;

}

public Integer getYear() {

return year;

}

public void setSid(Integer sid) {

this.sid = sid;

}

public Integer getSid() {

return sid;

}

Following is the content of the **StudentMarksMapper.java** file :

public StudentMarks mapRow(ResultSet rs, int rowNum) throws SQLException {

StudentMarks studentMarks = new StudentMarks();

studentMarks.setId(rs.getInt("id"));

studentMarks.setName(rs.getString("name"));

studentMarks.setAge(rs.getInt("age"));

studentMarks.setSid(rs.getInt("sid"));

studentMarks.setMarks(rs.getInt("marks"));

studentMarks.setYear(rs.getInt("year"));

return studentMarks;

}

Following is the implementation class file **StudentJDBCTemplate.java** for the defined DAO interface StudentDAO :

private JdbcTemplate jdbcTemplateObject;

public void setDataSource(DataSource dataSource) {

this.jdbcTemplateObject = new JdbcTemplate(dataSource);

}

public void create(String name, Integer age, Integer marks, Integer year){

try {

String SQL1 = "insert into Student (name, age) values (?, ?)";

jdbcTemplateObject.update( SQL1, name, age);

// Get the latest student id to be used in Marks table

String SQL2 = "select max(id) from Student";

int sid = jdbcTemplateObject.queryForObject( SQL2, Integer.class );

String SQL3 = "insert into Marks(sid, marks, year) " +

"values (?, ?, ?)";

jdbcTemplateObject.update( SQL3, sid, marks, year);

System.out.println("Created Name = " + name + ", Age = " + age);

// to simulate the exception.

throw new RuntimeException("simulate Error condition") ;

} catch (DataAccessException e) {

System.out.println("Error in creating record, rolling back");

throw e;

}

}

public List<StudentMarks> listStudents() {

String SQL = "select \* from Student, Marks where Student.id=Marks.sid";

List <StudentMarks> studentMarks=jdbcTemplateObject.query(SQL,

new StudentMarksMapper());

return studentMarks;

}

Now let us move with the main application file **MainApp.java**, which is as follows :

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

StudentDAO studentJDBCTemplate =

(StudentDAO)context.getBean("studentJDBCTemplate");

System.out.println("------Records creation--------" );

studentJDBCTemplate.create("Zara", 11, 99, 2010);

studentJDBCTemplate.create("Nuha", 20, 97, 2010);

studentJDBCTemplate.create("Ayan", 25, 100, 2011);

System.out.println("------Listing all the records--------" );

List<StudentMarks> studentMarks = studentJDBCTemplate.listStudents();

for (StudentMarks record : studentMarks) {

System.out.print("ID : " + record.getId() );

System.out.print(", Name : " + record.getName() );

System.out.print(", Marks : " + record.getMarks());

System.out.print(", Year : " + record.getYear());

System.out.println(", Age : " + record.getAge());

}

Following is the configuration file **Beans.xml** :

<!-- Initialization for data source -->

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/TEST"/>

<property name="username" value="root"/>

<property name="password" value="cohondob"/>

</bean>

<tx:advice id="txAdvice" transaction-manager="transactionManager">

<tx:attributes>

<tx:method name="create"/>

</tx:attributes>

</tx:advice>

<aop:config>

<aop:pointcut id="createOperation"

expression="execution(\* com.tutorialspoint.StudentJDBCTemplate.create(..))"/>

<aop:advisor advice-ref="txAdvice" pointcut-ref="createOperation"/>

</aop:config>

<!-- Initialization for TransactionManager -->

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

<!-- Definition for studentJDBCTemplate bean -->

<bean id="studentJDBCTemplate"

class="com.tutorialspoint.StudentJDBCTemplate">

<property name="dataSource" ref="dataSource" />

</bean>

This will print :

------Records creation--------

Created Name = Zara, Age = 11

Exception in thread "main" java.lang.RuntimeException: simulate Error condition

In this case transaction will be rolled back and no record will be created in the database table.

**Spring Transaction Abstractions**

The key to the Spring transaction abstraction is defined by the *org.springframework.transaction.PlatformTransactionManager* interface, which is as follows :

public interface PlatformTransactionManager {

TransactionStatus getTransaction(TransactionDefinition definition);

throws TransactionException;

void commit(TransactionStatus status) throws TransactionException;

void rollback(TransactionStatus status) throws TransactionException;

}

* **TransactionStatus getTransaction(TransactionDefinition definition) :** This method returns a currently active transaction or create a new one, according to the specified propagation behavior.
* **void commit(TransactionStatus status) :** This method commits the given transaction, with regard to its status.
* **void rollback(TransactionStatus status) :** This method performs a rollback of the given transaction.

The *TransactionDefinition* is the core interface of the transaction support in Spring and it is defined as below :

public interface TransactionDefinition {

int getPropagationBehavior();

int getIsolationLevel();

String getName();

int getTimeout();

boolean isReadOnly();

}

* **int getPropagationBehavior() :** This method returns the propagation behavior. Spring offers all of the transaction propagation options familiar from EJB CMT.
* **int getIsolationLevel() :** This method returns the degree to which this transaction is isolated from the work of other transactions.
* **String getName() :** This method returns the name of this transaction.
* **int getTimeout() :** This method returns the time in seconds in which the transaction must complete.
* **boolean isReadOnly() :** This method returns whether the transaction is read-only.

Following are the possible values for isolation level :

* **TransactionDefinition.ISOLATION\_DEFAULT :** This is the default isolation level.
* **TransactionDefinition.ISOLATION\_READ\_COMMITTED :** Indicates that dirty reads are prevented. Non-repeatable reads and phantom reads can occur.
* **TransactionDefinition.ISOLATION\_READ\_UNCOMMITTED :** Indicates that dirty reads, non-repeatable reads and phantom reads can occur.
* **TransactionDefinition.ISOLATION\_REPEATABLE\_READ :** Indicates that dirty reads and non-repeatable reads are prevented. Phantom reads can occur.
* **TransactionDefinition.ISOLATION\_SERIALIZABLE :** Indicates that dirty reads, non-repeatable reads and phantom reads are prevented.

Following are the possible values for propagation types :

* **TransactionDefinition.PROPAGATION\_MANDATORY :** Support a current transaction. Throw an exception if no current transaction exists.
* **TransactionDefinition.PROPAGATION\_NESTED :** Execute within a nested transaction if a current transaction exists.
* **TransactionDefinition.PROPAGATION\_NEVER :** Do not support a current transaction. Throw an exception if a current transaction exists.
* **TransactionDefinition.PROPAGATION\_NOT\_SUPPORTED :** Do not support a current transaction. Rather always execute non-transactionally.
* **TransactionDefinition.PROPAGATION\_REQUIRED :** Support a current transaction. Create a new one if none exists.
* **TransactionDefinition.PROPAGATION\_REQUIRES\_NEW :** Create a new transaction, suspending the current transaction if one exists.
* **TransactionDefinition.PROPAGATION\_SUPPORTS :** Support a current transaction. Execute non-transactionally if none exists.
* **TransactionDefinition.TIMEOUT\_DEFAULT :** Use the default timeout of the underlying transaction system, or none if timeouts are not supported.

The *TransactionStatus* interface provides a simple way for transactional code to control transaction execution and query transaction status :

public interface TransactionStatus extends SavepointManager {

boolean isNewTransaction();

boolean hasSavepoint();

void setRollbackOnly();

boolean isRollbackOnly();

boolean isCompleted();

}

* **boolean hasSavepoint() :** This method returns whether this transaction internally carries a savepoint, that is, has been created as nested transaction based on a savepoint.
* **boolean isCompleted() :** This method returns whether this transaction is completed, that is, whether it has already been committed or rolled back.
* **boolean isNewTransaction() :** This method returns true in case the present transaction is new.
* **boolean isRollbackOnly() :** This method returns whether the transaction has been marked as rollback-only.
* **void setRollbackOnly() :** This method sets the transaction rollback-only.

## MVC Framework Tutorial

The Spring web MVC framework provides model-view-controller architecture and ready components that can be used to develop flexible and loosely coupled web applications. The MVC pattern results in separating the different aspects of the application (input logic, business logic, and UI logic), while providing a loose coupling between these elements :

* The **Model** encapsulates the application data and in general they will consist of POJO.
* The **View** is responsible for rendering the model data and in general it generates HTML output that the client's browser can interpret.
* The **Controller** is responsible for processing user requests and building appropriate model and passes it to the view for rendering.

**The DispatcherServlet**

The Spring Web model-view-controller (MVC) framework is designed around a *DispatcherServlet* that handles all the HTTP requests and responses. The request processing workflow of the Spring Web MVC *DispatcherServlet* is illustrated in the following diagram :
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Following is the sequence of events corresponding to an incoming HTTP request to *DispatcherServlet*:

* After receiving an HTTP request, *DispatcherServlet* consults the *HandlerMapping* to call the appropriate *Controller*.
* The *Controller* takes the request and calls the appropriate service methods based on used GET or POST method. The service method will set model data based on defined business logic and returns view name to the *DispatcherServlet*.
* The *DispatcherServlet* will take help from *ViewResolver* to pickup the defined view for the request.
* Once view is finalized, The *DispatcherServlet* passes the model data to the view which is finally rendered on the browser.

All the above mentioned components ie. HandlerMapping, Controller and ViewResolver are parts of *WebApplicationContext* which is an extension of the plain *ApplicationContext* with some extra features necessary for web applications.

**Required Configuration**

You need to map requests that you want the *DispatcherServlet* to handle, by using a URL mapping in the **web.xml** file. The following is an example to show declaration and mapping for **HelloWeb** *DispatcherServlet* example :

<web-app id="WebApp\_ID" version="2.4"

xmlns="http://java.sun.com/xml/ns/j2ee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee

http://java.sun.com/xml/ns/j2ee/web-app\_2\_4.xsd">

<display-name>Spring MVC Application</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>\*.jsp</url-pattern>

</servlet-mapping>

</web-app>

The **web.xml** file will be kept *WebContent/WEB-INF* directory of your web application. Upon initialization of **HelloWeb** *DispatcherServlet*, the framework will try to load the application context from a file named **[servlet-name]-servlet.xml** located in the application's *WebContent/WEB-INF* directory. In this case our file will be **HelloWeb-servlet.xml**.

Next, <servlet-mapping> tag indicates what URLs will be handled by which DispatcherServlet. Here all the HTTP requests ending with **.jsp** will be handled by the **HelloWeb** DispatcherServlet.

If you do not want to go with default filename as *[servlet-name]-servlet.xml* and default location as *WebContent/WEB-INF*, you can customize this file name and location by adding the servlet listener *ContextLoaderListener* in your web.xml file as follows :

<web-app...>

<!-------- *DispatcherServlet* definition goes here----->

....

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/HelloWeb-servlet.xml</param-value>

</context-param>

<listener>

<listener-class>

org.springframework.web.context.ContextLoaderListener

</listener-class>

</listener>

</web-app>

Now, let us check the required configuration for **HelloWeb-servlet.xml** file, placed in your web application's *WebContent/WEB-INF* directory :

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:component-scan base-package="com.tutorialspoint" />

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

</beans>

Following are the important points about **HelloWeb-servlet.xml** file :

* The *[servlet-name]-servlet.xml* file will be used to create the beans defined, overriding the definitions of any beans defined with the same name in the global scope.
* The *<context:component-scan...>* tag will be use to activate Spring MVC annotation scanning capability which allows to make use of annotations like @Controller and @RequestMapping etc.
* The *InternalResourceViewResolver* will have rules defined to resolve the view names. As per the above defined rule, a logical view named **hello** is delegated to a view implementation located at */WEB-INF/jsp/hello.jsp*.

**Defining a Controller**

DispatcherServlet delegates the request to the controllers to execute the functionality specific to it. The **@Controller** annotation indicates that a particular class serves the role of a controller. The **@RequestMapping** annotation is used to map a URL to either an entire class or a particular handler method :

@Controller

@RequestMapping("/hello")

public class HelloController{

@RequestMapping(method = RequestMethod.GET)

public String printHello(ModelMap model) {

model.addAttribute("message", "Hello Spring MVC Framework!");

return "hello";

}

}

The **@Controller** annotation defines the class as a Spring MVC controller. Here, the first usage of **@RequestMapping** indicates that all handling methods on this controller are relative to the **/hello** path. Next annotation **@RequestMapping(method = RequestMethod.GET)** is used to declare the *printHello()* method as the controller's default service method to handle HTTP GET request. You can define another method to handle any POST request at the same URL.

You can write above controller in another form where you can add additional attributes in *@RequestMapping* as follows :

@Controller

public class HelloController{

@RequestMapping(value = "/hello", method = RequestMethod.GET)

public String printHello(ModelMap model) {

model.addAttribute("message", "Hello Spring MVC Framework!");

return "hello";

}

}

The **value** attribute indicates the URL to which the handler method is mapped and the **method** attribute defines the service method to handle HTTP GET request. There are following important points to be noted about the controller defined above :

* You will define required business logic inside a service method. You can call another method inside this method as per requirement.
* Based on the business logic defined, you will create a **model** within this method. You can setter different model attributes and these attributes will be accessed by the view to present the final result. This example creates a model with its attribute "message".
* A defined service method can return a String which contains the name of the **view** to be used to render the model. This example returns "hello" as logical view name.

**Creating JSP Views**

Spring MVC supports many types of views for different presentation technologies. These include - JSPs, HTML, PDF, Excel worksheets, XML, Velocity templates, XSLT, JSON, Atom and RSS feeds, JasperReports etc. But most commonly we use JSP templates written with JSTL. So let us write a simple **hello** view in /WEB-INF/hello/hello.jsp :

<html>

<head>

<title>Hello Spring MVC</title>

</head>

<body>

<h2>${message}</h2>

</body>

</html>

Here **${message}** is the attribute which we have setup inside the Controller. You can have multiple attributes to be displayed inside your view

## MVC Hello World Example

The following example show how to write a simple web based Hello World application using Spring MVC framework. To start with it, we have to :

* Drag and drop needed Spring and other libraries into the folder *WebContent/WEB-INF/lib*.
* Create a Java class *HelloController*.
* Create Spring configuration files *web.xml* and *HelloWeb-servlet.xml* under the *WebContent/WEB-INF* folder.
* Create a sub-folder with a name *jsp* under the *WebContent/WEB-INF* folder. Create a view file *hello.jsp* under this sub-folder.

Here is the content of **HelloController.java** file :

@Controller

@RequestMapping("/hello")

public class HelloController{

@RequestMapping(method = RequestMethod.GET)

public String printHello(ModelMap model) {

model.addAttribute("message", "Hello Spring MVC Framework!");

return "hello";

}

}

Following is the content of Spring Web configuration file **web.xml** :

<web-app id="WebApp\_ID" version="2.4"

xmlns="http://java.sun.com/xml/ns/j2ee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee

http://java.sun.com/xml/ns/j2ee/web-app\_2\_4.xsd">

<display-name>Spring MVC Application</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

Following is the content of another Spring Web configuration file **HelloWeb-servlet.xml** :

<context:component-scan base-package="com.tutorialspoint" />

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

Following is the content of Spring view file **hello.jsp** :

<%@ page contentType="text/html; charset=UTF-8" %>

<html>

<head>

<title>Hello World</title>

</head>

<body>

<h2>${message}</h2>

</body>

</html>

This will get :

![Spring Web Hello World](data:image/png;base64,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)

You should note that in the given URL, **HelloWeb** is the application name and **hello** is the virtual subfolder which we have mentioned in our controller using @RequestMapping("/hello"). You can use direct root while mapping your URL using **@RequestMapping("/")**, in this case you can access the same page using short URL **http://localhost:8080/HelloWeb/** but it is advised to have different functionalities under different folders.

## MVC Form Handling Example

The following example show how to write a simple web based application which makes use of HTML forms using Spring Web MVC framework.

Here is the content of **Student.java** file :

public class Student {

private Integer age;

private String name;

private Integer id;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

}

Following is the content of **StudentController.java** file :

@Controller

public class StudentController {

@RequestMapping(value = "/student", method = RequestMethod.GET)

public ModelAndView student() {

return new ModelAndView("student", "command", new Student());

}

@RequestMapping(value = "/addStudent", method = RequestMethod.POST)

public String addStudent(@ModelAttribute("SpringWeb")Student student,

ModelMap model) {

model.addAttribute("name", student.getName());

model.addAttribute("age", student.getAge());

model.addAttribute("id", student.getId());

return "result";

}

}

Here in the first service method **student()**, we have passed a blank **Student** object in the ModelAndView object with name "command" because the spring framework expects an object with name "command" if you are using <form:form> tags in your JSP file. So when **student()** method is called it returns **student.jsp** view.

Second service method **addStudent()** will be called against a POST method on the **HelloWeb/addStudent** URL. You will prepare your model object based on the submitted information. Finally a "result" view will be returned from the service method, which will result in rendering result.jsp.

Following is the content of Spring Web configuration file **web.xml** :

<display-name>Spring MVC Form Handling</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Following is the content of another Spring Web configuration file **HelloWeb-servlet.xml** :

<context:component-scan base-package="com.tutorialspoint" />

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

Following is the content of Spring view file **student.jsp** :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring MVC Form Handling</title>

</head>

<body>

<h2>Student Information</h2>

<form:form method="POST" action="/HelloWeb/addStudent">

<table>

<tr>

<td><form:label path="name">Name</form:label></td>

<td><form:input path="name" /></td>

</tr>

<tr>

<td><form:label path="age">Age</form:label></td>

<td><form:input path="age" /></td>

</tr>

<tr>

<td><form:label path="id">id</form:label></td>

<td><form:input path="id" /></td>

</tr>

<tr>

<td colspan="2">

<input type="submit" value="Submit"/>

</td>

</tr>

</table>

</form:form>

</body>

</html>

Following is the content of Spring view file **result.jsp** :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring MVC Form Handling</title>

</head>

<body>

<h2>Submitted Student Information</h2>

<table>

<tr>

<td>Name</td>

<td>${name}</td>

</tr>

<tr>

<td>Age</td>

<td>${age}</td>

</tr>

<tr>

<td>ID</td>

<td>${id}</td>

</tr>

</table>

</body>

</html>

Now try a URL **http://localhost:8080/SpringWeb/student** and you should see the following :
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## Page Redirection Example

The following example show how to write a simple web based application which makes use of **redirect** to transfer a http request to another page.

Here is the content of **WebController.java** file :

@Controller

public class WebController {

@RequestMapping(value = "/index", method = RequestMethod.GET)

public String index() {

return "index";

}

@RequestMapping(value = "/redirect", method = RequestMethod.GET)

public String redirect() {

return "redirect:finalPage";

}

@RequestMapping(value = "/finalPage", method = RequestMethod.GET)

public String finalPage() {

return "final";

}

}

Following is the content of Spring Web configuration file **web.xml** :

<display-name>Spring Page Redirection</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Following is the content of another Spring Web configuration file **HelloWeb-servlet.xml** :

<context:component-scan base-package="com.tutorialspoint" />

<bean id="viewResolver" class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

Following is the content of Spring view file **index.jsp**. This will be a landing page, this page will send a request to access **redirect** service method which will redirect this request to another service method and finally a **final.jsp** page will be displayed :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring Page Redirection</title>

</head>

<body>

<h2>Spring Page Redirection</h2>

<p>Click below button to redirect the result to new page</p>

<form:form method="GET" action="/HelloWeb/redirect">

<table>

<tr>

<td>

<input type="submit" value="Redirect Page"/>

</td>

</tr>

</table>

</form:form>

</body>

</html>

Following is the content of Spring view file **final.jsp**. This is the final redirected page :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring Page Redirection</title>

</head>

<body>

<h2>Redirected Page</h2>

</body>

</html>

Now try a URL **http://localhost:8080/HelloWeb/index** and you should see the following result :
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Now click on "Redirect Page" button to submit the form and to get final redirected page. You should see the following result :
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## Static Pages Example

The following example show how to write a simple web based application using Spring MVC Framework, which can access static pages along with dynamic pages with the help of <mvc:resources> tag.

Here is the content of **WebController.java** file :

@Controller

public class WebController {

@RequestMapping(value = "/index", method = RequestMethod.GET)

public String index() {

return "index";

}

@RequestMapping(value = "/staticPage", method = RequestMethod.GET)

public String redirect() {

return "redirect:/pages/final.htm";

}

}

Following is the content of Spring Web configuration file **web.xml** :

<display-name>Spring Page Redirection</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Following is the content of another Spring Web configuration file **HelloWeb-servlet.xml** :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:component-scan base-package="com.tutorialspoint" />

<bean id="viewResolver" class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

<mvc:resources mapping="/pages/\*\*" location="/WEB-INF/pages/" />

<mvc:annotation-driven/>

</beans>

Here **<mvc:resources..../>** tag is being used to map static pages. The **mapping** attribute must be an Ant pattern that specifies the URL pattern of an http requests. The **location** attribute must specify one or more valid resource directory locations having static pages including images, stylesheets, JavaScript, and other static content. Multiple resource locations may be specified using a comma-seperated list of values.

Following is the content of Spring view file **WEB-INF/jsp/index.jsp**. This will be a landing page, this page will send a request to access **staticPage** service method which will redirect this request to a static page available in WEB-INF/pages folder :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring Landing Page</title>

</head>

<body>

<h2>Spring Landing Pag</h2>

<p>Click below button to get a simple HTML page</p>

<form:form method="GET" action="/HelloWeb/staticPage">

<table>

<tr>

<td>

<input type="submit" value="Get HTML Page"/>

</td>

</tr>

</table>

</form:form>

</body>

</html>

Following is the content of Spring view file **WEB-INF/pages/final.htm** :

<html>

<head>

<title>Spring Static Page</title>

</head>

<body>

<h2>A simple HTML page</h2>

</body>

</html>

Now try to access the URL **http://localhost:8080/HelloWeb/index**. You should see the following result :
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## Exception Handling Example

The following example show how to write a simple web based application using Spring MVC Framwork, which can handle one or more exceptions raised inside its controllers.

Following is the content of **Student.java** file :

public class Student {

private Integer age;

private String name;

private Integer id;

public void setAge(Integer age) {

this.age = age;

}

public Integer getAge() {

return age;

}

public void setName(String name) {

this.name = name;

}

public String getName() {

return name;

}

public void setId(Integer id) {

this.id = id;

}

public Integer getId() {

return id;

}

}

Following is the content of **SpringException.java** file :

public class SpringException extends RuntimeException{

private String exceptionMsg;

public SpringException(String exceptionMsg) {

this.exceptionMsg = exceptionMsg;

}

public String getExceptionMsg(){

return this.exceptionMsg;

}

public void setExceptionMsg(String exceptionMsg) {

this.exceptionMsg = exceptionMsg;

}

}

Following is the content of **StudentController.java** file. Here you need to annotate a service method using *@ExceptionHandler* where you can specify one or more exceptions to be handled. If you are specifying more than one exceptions then you can use comma separated values :

@Controller

public class StudentController {

@RequestMapping(value = "/student", method = RequestMethod.GET)

public ModelAndView student() {

return new ModelAndView("student", "command", new Student());

}

@RequestMapping(value = "/addStudent", method = RequestMethod.POST)

@ExceptionHandler({SpringException.class})

public String addStudent( @ModelAttribute("HelloWeb")Student student,

ModelMap model) {

if(student.getName().length() < 5 ){

throw new SpringException("Given name is too short");

}else{

model.addAttribute("name", student.getName());

}

if( student.getAge() < 10 ){

throw new SpringException("Given age is too low");

}else{

model.addAttribute("age", student.getAge());

}

model.addAttribute("id", student.getId());

return "result";

}

}

Following is the content of Spring Web configuration file **web.xml** :

<display-name>Spring Exception Handling</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Following is the content of another Spring Web configuration file **HelloWeb-servlet.xml** :

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:component-scan base-package="com.tutorialspoint" />

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

<bean class="org.springframework.web.servlet.handler.

SimpleMappingExceptionResolver">

<property name="exceptionMappings">

<props>

<prop key="com.tutorialspoint.SpringException">

ExceptionPage

</prop>

</props>

</property>

<property name="defaultErrorView" value="error"/>

</bean>

</beans>

Here you specified *ExceptionPage* as an exception view in case SpringException occurs, if there is any other type of exception then a generic view *error* will take place.

Following is the content of Spring view file **student.jsp** :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring MVC Exception Handling</title>

</head>

<body>

<h2>Student Information</h2>

<form:form method="POST" action="/HelloWeb/addStudent">

<table>

<tr>

<td><form:label path="name">Name</form:label></td>

<td><form:input path="name" /></td>

</tr>

<tr>

<td><form:label path="age">Age</form:label></td>

<td><form:input path="age" /></td>

</tr>

<tr>

<td><form:label path="id">id</form:label></td>

<td><form:input path="id" /></td>

</tr>

<tr>

<td colspan="2">

<input type="submit" value="Submit"/>

</td>

</tr>

</table>

</form:form>

</body>

</html>

Following is the content of Spring view file **error.jsp** :

<html>

<head>

<title>Spring Error Page</title>

</head>

<body>

<p>An error occured, please contact webmaster.</p>

</body>

</html>;

Following is the content of Spring view file **ExceptionPage.jsp**. Here you will access the exception instance via ${exception} :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring MVC Exception Handling</title>

</head>

<body>

<h2>Spring MVC Exception Handling</h2>

<h3>${exception.exceptionMsg}</h3>

</body>

</html>

Following is the content of Spring view file **result.jsp** :

<%@taglib uri="http://www.springframework.org/tags/form" prefix="form"%>

<html>

<head>

<title>Spring MVC Form Handling</title>

</head>

<body>

<h2>Submitted Student Information</h2>

<table>

<tr>

<td>Name</td>

<td>${name}</td>

</tr>

<tr>

<td>Age</td>

<td>${age}</td>

</tr>

<tr>

<td>ID</td>

<td>${id}</td>

</tr>

</table>

</body>

</html>

Now try to access the URL **http://localhost:8080/HelloWeb/student**. You should see the following result :
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Enter the values as shown above and click submit buttom. You should see the following result :
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## Logging with Log4J

This is very easy to use Log4J functionality inside Spring applications. The following example will take you through simple steps to explain the simple integration between Log4J and Spring.

I assume you already have **log4J** installation on your machine, if you do not have it then you can download it from http://logging.apache.org/ and simply extract the zipped file in any folder. We will use only **log4j-x.y.z.jar** in our project. Then we will have to add log4j library *log4j-x.y.z.jar* in our project using *Add External JARs*, and a log4J configuration file *log4j.properties* under the **src** folder.

Here is the content of **HelloWorld.java** file :

public class HelloWorld {

private String message;

public void setMessage(String message){

this.message = message;

}

public void getMessage(){

System.out.println("Your Message : " + message);

}

}

Following is the content of the second file **MainApp.java** :

static Logger log = Logger.getLogger(MainApp.class.getName());

public static void main(String[] args) {

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

log.info("Going to create HelloWord Obj");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

log.info("Exiting the program");

}

You can generate **debug** and **error** message similar way as we have generated info messages. Now let us see the content of **Beans.xml** file :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld">

<property name="message" value="Hello World!"/>

</bean>

</beans>

Following is the content of **log4j.properties** which defines standard rules required for Log4J to produce log messages :

# Define the root logger with appender file

log4j.rootLogger = DEBUG, FILE

# Define the file appender

log4j.appender.FILE=org.apache.log4j.FileAppender

# Set the name of the file

log4j.appender.FILE.File=C:\\log.out

# Set the immediate flush to true (default)

log4j.appender.FILE.ImmediateFlush=true

# Set the threshold to debug mode

log4j.appender.FILE.Threshold=debug

# Set the append to false, overwrite

log4j.appender.FILE.Append=false

# Define the layout for file appender

log4j.appender.FILE.layout=org.apache.log4j.PatternLayout

log4j.appender.FILE.layout.conversionPattern=%m%n

This will print the following message in Eclipse console :

Your Message : Hello World !

Sametime if you will check your C:\\ drive then you should find your log file **log.out** with various log messages, something as follows :

<!-- initialization log messages -->

Going to create HelloWord Obj

Returning cached instance of singleton bean 'helloWorld'

Exiting the program

**Jakarta Commons Logging (JCL) API**

Alternatively you can use **Jakarta Commons Logging (JCL)** API to generate log in your Spring application. JCL can be downloaded from the http://jakarta.apache.org/commons/logging/. The only file we technically need out of this package is the *commons-logging-x.y.z.jar* file, which needs to be placed in your classpath similar way as you had put *log4j-x.y.z.jar* in the above example.

To use the logging functionality you need a *org.apache.commons.logging.Log* object and then you can call one of the following methods as per your requirement :

* fatal(Object message)
* error(Object message)
* warn(Object message)
* info(Object message)
* debug(Object message)
* trace(Object message)

Below is the replacement of MainApp.java which makes use of JCL API :

static Log log = LogFactory.getLog(MainApp.class.getName());

public static void main(String[] args) {

ApplicationContext context =

new ClassPathXmlApplicationContext("Beans.xml");

log.info("Going to create HelloWord Obj");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

log.info("Exiting the program");

}

Now keeping rest of the configuration and content unchanged in the above example, if you compile and run your application you will get similar result what you got using Log4J API.

Spring Questions and Answers

**Spring Questions and Answers** has been designed with a special intention of helping students and professionals preparing for various **Certification Exams** and **Job Interviews**. This section provides a useful collection of sample Interview Questions and Multiple Choice Questions (MCQs) and their answers with appropriate explanations.

## Spring Interview Questions

These **Spring Interview Questions** have been designed specially to get you acquainted with the nature of questions you may encounter during your interview for the subject of **Spring**. As per my experience good interviewers hardly plan to ask any particular question during your interview, normally questions start with some basic concept of the subject and later they continue based on further discussion and what you answer :

**What is Spring ?**

Spring is an open source development framework for enterprise Java. The core features of the Spring Framework can be used in developing any Java application, but there are extensions for building web applications on top of the Java EE platform. Spring framework targets to make J2EE development easier to use and promote good programming practice by enabling a POJO-based programming model.

**What are benefits of using spring?**

Following is the list of few of the great benefits of using Spring Framework :

* **Lightweight :** Spring is lightweight when it comes to size and transparency. The basic version of spring framework is around 2MB.
* **Inversion of control (IOC) :** Loose coupling is achieved in spring using the technique Inversion of Control. The objects give their dependencies instead of creating or looking for dependent objects.
* **Aspect oriented (AOP) :** Spring supports Aspect oriented programming and enables cohesive development by separating application business logic from system services.
* **Container :** Spring contains and manages the life cycle and configuration of application objects.
* **MVC Framework :** Spring's web framework is a well-designed web MVC framework, which provides a great alternative to web frameworks such as Struts or other over engineered or less popular web frameworks.
* **Transaction Management :** Spring provides a consistent transaction management interface that can scale down to a local transaction (using a single database, for example) and scale up to global transactions (using JTA, for example).
* **Exception Handling :** Spring provides a convenient API to translate technology-specific exceptions (thrown by JDBC, Hibernate, or JDO, for example) into consistent, unchecked exceptions.

**What are the different modules in Spring framework?**

* Core module
* Bean module
* Context module
* Expression Language module
* JDBC module
* ORM module
* OXM module
* Java Messaging Service(JMS) module
* Transaction module
* Web module
* Web-Servlet module
* Web-Struts module
* Web-Portlet module

**What is Spring configuration file?**

Spring configuration file is an XML file. This file contains the classes information and describes how these classes are configured and introduced to each other.

**What is Dependency Injection?**

Inversion of Control (IoC) is a general concept, and it can be expressed in many different ways and Dependency Injection is merely one concrete example of Inversion of Control.

This concept says that you do not create your objects but describe how they should be created. You don't directly connect your components and services together in code but describe which services are needed by which components in a configuration file. A container (the IOC container) is then responsible for hooking it all up.

**What are the different types of IoC (dependency injection) ?**

* **Constructor-based dependency injection :** Constructor-based DI is accomplished when the container invokes a class constructor with a number of arguments, each representing a dependency on other class.
* **Setter-based dependency injection :** Setter-based DI is accomplished by the container calling setter methods on your beans after invoking a no-argument constructor or no-argument static factory method to instantiate your bean.

**Which DI would you suggest Constructor-based or setter-based DI ?**

Since you can mix both, Constructor- and Setter-based DI, it is a good rule of thumb to use constructor arguments for mandatory dependencies and setters for optional dependencies. Note that the use of a *@Required* annotation on a setter can be used to make setters required dependencies.

**What are the benefits of IOC ?**

* It minimizes the amount of code in your application
* It makes your application easy to test as it doesn't require any singletons or JNDI lookup mechanisms in your unit test cases.
* Loose coupling is promoted with minimal effort and least intrusive mechanism.
* IOC containers support eager instantiation and lazy loading of services.

**What is AOP ?**

Aspect-oriented programming, or AOP, is a programming technique that allows programmers to modularize crosscutting concerns, or behavior that cuts across the typical divisions of responsibility, such as logging and transaction management. The core construct of AOP is the aspect, which encapsulates behaviors affecting multiple classes into reusable modules.

**What is Spring IoC container ?**

The Spring IoC creates the objects, wire them together, configure them, and manage their complete lifecycle from creation till destruction. The Spring container uses dependency injection (DI) to manage the components that make up an application.

**What are types of IoC containers ? Explain them.**

* **Bean Factory container :** This is the simplest container providing basic support for DI .The BeanFactory is usually preferred where the resources are limited like mobile devices or applet based applications
* **Spring ApplicationContext Container :** This container adds more enterprise-specific functionality such as the ability to resolve textual messages from a properties file and the ability to publish application events to interested event listeners.

**Give an example of BeanFactory implementation.**

The most commonly used BeanFactory implementation is the **XmlBeanFactory** class. This container reads the configuration metadata from an XML file and uses it to create a fully configured system or application.

**What are the common implementations of the ApplicationContext ?**

* **FileSystemXmlApplicationContext :** This container loads the definitions of the beans from an XML file. Here you need to provide the full path of the XML bean configuration file to the constructor.
* **ClassPathXmlApplicationContext :** This container loads the definitions of the beans from an XML file. Here you do not need to provide the full path of the XML file but you need to set CLASSPATH properly because this container will look bean configuration XML file in CLASSPATH.
* **WebXmlApplicationContext :** This container loads the XML file with definitions of all beans from within a web application.

**What is the difference between Bean Factory and ApplicationContext ?**

Following are some of the differences :

* Application contexts provide a means for resolving text messages, including support for i18n of those messages.
* Application contexts provide a generic way to load file resources, such as images.
* Application contexts can publish events to beans that are registered as listeners.
* Certain operations on the container or beans in the container, which have to be handled in a programmatic fashion with a bean factory, can be handled declaratively in an application context.
* The application context implements MessageSource, an interface used to obtain localized messages, with the actual implementation being pluggable.

**What are Spring beans ?**

The objects that form the backbone of your application and that are managed by the Spring IoC container are called beans. A bean is an object that is instantiated, assembled, and otherwise managed by a Spring IoC container. These beans are created with the configuration metadata that you supply to the container, for example, in the form of XML <bean/> definitions.

**What does a bean definition contain ?**

The bean definition contains the information called configuration metadata which is needed for the container to know the followings :

* How to create a bean.
* Bean's lifecycle details.
* Bean's dependencies.

**How do you provide configuration metadata to the Spring Container ?**

There are following three important methods to provide configuration metadata to the Spring Container :

* XML based configuration file.
* Annotation-based configuration.
* Java-based configuration.

**How do add a bean in spring application ?**

Check the following example :

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="helloWorld" class="com.tutorialspoint.HelloWorld">

<property name="message" value="Hello World!"/>

</bean>

</beans>

**How do you define a bean scope ?**

When defining a <bean> in Spring, you have the option of declaring a scope for that bean. For example, to force Spring to produce a new bean instance each time one is needed, you should declare the bean's scope attribute to be **prototype**. Similar way if you want Spring to return the same bean instance each time one is needed, you should declare the bean's scope attribute to be **singleton.**

**What bean scopes does Spring support ? Explain them.**

The Spring Framework supports following five scopes, three of which are available only if you use a web-aware ApplicationContext :

* **Singleton :** This scopes the bean definition to a single instance per Spring IoC container.
* **Prototype :** This scopes a single bean definition to have any number of object instances.
* **Request :** This scopes a bean definition to an HTTP request. Only valid in the context of a web-aware Spring ApplicationContext.
* **Session :** This scopes a bean definition to an HTTP session. Only valid in the context of a web-aware Spring ApplicationContext.
* **Global-session :** This scopes a bean definition to a global HTTP session. Only valid in the context of a web-aware Spring ApplicationContext.

**What is default scope of bean in Spring framework ?**

The default scope of bean is Singleton for Spring framework.

**Are Singleton beans thread safe in Spring Framework ?**

No, singleton beans are not thread-safe in Spring framework.

**Explain Bean lifecycle in Spring framework ?**

Following is sequence of a bean lifecycle in Spring :

* **Instantiate** - First the spring container finds the bean's definition from the XML file and instantiates the bean.
* **Populate properties** - Using the dependency injection, spring populates all of the properties as specified in the bean definition.
* **Set Bean Name** - If the bean implements BeanNameAware interface, spring passes the bean's id to setBeanName() method.
* **Set Bean factory** - If Bean implements BeanFactoryAware interface, spring passes the beanfactory to setBeanFactory() method.
* **Pre Initialization** - Also called postprocess of bean. If there are any bean BeanPostProcessors associated with the bean, Spring calls postProcesserBeforeInitialization() method.
* **Initialize beans** - If the bean implements IntializingBean,its afterPropertySet() method is called. If the bean has init method declaration, the specified initialization method is called.
* **Post Initialization** - If there are any BeanPostProcessors associated with the bean, their postProcessAfterInitialization() methods will be called.
* **Ready to use** - Now the bean is ready to use by the application.
* **Destroy** - If the bean implements DisposableBean , it will call the destroy() method.

**What are inner beans in Spring ?**

A <bean/> element inside the <property/> or <constructor-arg/> elements defines a so-called inner bean. An inner bean definition does not require a defined id or name; the container ignores these values. It also ignores the scope flag. Inner beans are always anonymous and they are always scoped as prototypes.

**How can you inject Java Collection in Spring ?**

Spring offers four types of collection configuration elements which are as follows :

* **<list>** : This helps in wiring i.e. injecting a list of values, allowing duplicates.
* **<set>** : This helps in wiring a set of values but without any duplicates.
* **<map>** : This can be used to inject a collection of name-value pairs where name and value can be of any type.
* **<props>** : This can be used to inject a collection of name-value pairs where the name and value are both Strings.

**What is bean auto wiring ?**

The Spring container is able to autowire relationships between collaborating beans. This means that it is possible to automatically let Spring resolve collaborators (other beans) for your bean by inspecting the contents of the BeanFactory without using <constructor-arg> and <property> elements.

**What are different Modes of auto wiring ?**

The autowiring functionality has five modes which can be used to instruct Spring container to use autowiring for dependency injection :

* **no** : This is default setting which means no autowiring and you should use explicit bean reference for wiring. You have nothing to do special for this wiring. This is what you already have seen in Dependency Injection chapter.
* **byName** : Autowiring by property name. Spring container looks at the properties of the beans on which autowire attribute is set to byName in the XML configuration file. It then tries to match and wire its properties with the beans defined by the same names in the configuration file.
* **byType** : Autowiring by property datatype. Spring container looks at the properties of the beans on which autowire attribute is set to byType in the XML configuration file. It then tries to match and wire a property if its type matches with exactly one of the beans name in configuration file. If more than one such beans exist, a fatal exception is thrown.
* **constructor** : Similar to byType, but type applies to constructor arguments. If there is not exactly one bean of the constructor argument type in the container, a fatal error is raised.
* **autodetect** : Spring first tries to wire using autowire by constructor, if it does not work, Spring tries to autowire by byType.

**What are the limitations with autowiring ?**

* **Overriding possibility** : You can still specify dependencies using <constructor-arg> and <property> settings which will always override autowiring.
* **Primitive data types** : You cannot autowire so-called simple properties such as primitives, Strings, and Classes.
* **Confusing nature** : Autowiring is less exact than explicit wiring, so if possible prefer using explicit wiring.

**Can you inject null and empty string values in Spring ?**

Yes.

**What is Annotation-based container configuration ?**

An alternative to XML setups is provided by annotation-based configuration which relies on the bytecode metadata for wiring up components instead of angle-bracket declarations. Instead of using XML to describe a bean wiring, the developer moves the configuration into the component class itself by using annotations on the relevant class, method, or field declaration.

**How do you turn on annotation wiring ?**

Annotation wiring is not turned on in the Spring container by default. So, before we can use annotation-based wiring, we will need to enable it in our Spring configuration file by configuring <context:annotation-config/>.

**What does @Required annotation mean ?**

This annotation simply indicates that the affected bean property must be populated at configuration time, through an explicit property value in a bean definition or through autowiring. The container throws BeanInitializationException if the affected bean property has not been populated.

**What does @Autowired annotation mean ?**

This annotation provides more fine-grained control over where and how autowiring should be accomplished. The @Autowired annotation can be used to autowire bean on the setter method just like @Required annotation, constructor, a property or methods with arbitrary names and/or multiple arguments.

**What does @Qualifier annotation mean ?**

There may be a situation when you create more than one bean of the same type and want to wire only one of them with a property, in such case you can use @Qualifier annotation along with @Autowired to remove the confusion by specifying which exact bean will be wired.

**What are the JSR-250 Annotations ? Explain them.**

Spring has JSR-250 based annotations which include @PostConstruct, @PreDestroy and @Resource annotations :

* **@PostConstruct** : This annotation can be used as an alternate of initialization callback.
* **@PreDestroy** : This annotation can be used as an alternate of destruction callback.
* **@Resource** : This annotation can be used on fields or setter methods. The @Resource annotation takes a 'name' attribute which will be interpreted as the bean name to be injected. You can say, it follows by-name autowiring semantics.

**What is Spring Java Based Configuration ? Give some annotation example.**

Java based configuration option enables you to write most of your Spring configuration without XML but with the help of few Java-based annotations.

For example: Annotation **@Configuration** indicates that the class can be used by the Spring IoC container as a source of bean definitions. The **@Bean** annotation tells Spring that a method annotated with @Bean will return an object that should be registered as a bean in the Spring application context.

**How is event handling done in Spring ?**

Event handling in the *ApplicationContext* is provided through the *ApplicationEvent* class and *ApplicationListener* interface. So if a bean implements the *ApplicationListener*, then every time an *ApplicationEvent* gets published to the ApplicationContext, that bean is notified.

**Describe some of the standard Spring events.**

Spring provides the following standard events :

* **ContextRefreshedEvent** : This event is published when the ApplicationContext is either initialized or refreshed. This can also be raised using the refresh() method on the ConfigurableApplicationContext interface.
* **ContextStartedEvent** : This event is published when the ApplicationContext is started using the start() method on the ConfigurableApplicationContext interface. You can poll your database or you can re/start any stopped application after receiving this event.
* **ContextStoppedEvent** : This event is published when the ApplicationContext is stopped using the stop() method on the ConfigurableApplicationContext interface. You can do required housekeep work after receiving this event.
* **ContextClosedEvent** : This event is published when the ApplicationContext is closed using the close() method on the ConfigurableApplicationContext interface. A closed context reaches its end of life. It cannot be refreshed or restarted.
* **RequestHandledEvent** : This is a web-specific event telling all beans that an HTTP request has been serviced.

**What is Aspect ?**

A module which has a set of APIs providing cross-cutting requirements. For example, a logging module would be called AOP aspect for logging. An application can have any number of aspects depending on the requirement. In Spring AOP, aspects are implemented using regular classes (the schema-based approach) or regular classes annotated with the @Aspect annotation (@AspectJ style).

**What is the difference between concern and cross-cutting concern in Spring AOP ?**

* **Concern** : Concern is behavior which we want to have in a module of an application. Concern may be defined as a functionality we want to implement. Issues in which we are interested define our concerns.
* **Cross-cutting concern** : It's a concern which is applicable throughout the application and it affects the entire application. e.g. logging , security and data transfer are the concerns which are needed in almost every module of an application, hence are cross-cutting concerns.

**What is Join point ?**

This represents a point in your application where you can plug-in AOP aspect. You can also say, it is the actual place in the application where an action will be taken using Spring AOP framework.

**What is Advice ?**

This is the actual action to be taken either before or after the method execution. This is actual piece of code that is invoked during program execution by Spring AOP framework.

**What is Pointcut ?**

This is a set of one or more joinpoints where an advice should be executed. You can specify pointcuts using expressions or patterns as we will see in our AOP examples.

**What is Introduction ?**

An introduction allows you to add new methods or attributes to existing classes.

**What is Target object ?**

The object being advised by one or more aspects, this object will always be a proxy object. Also referred to as the advised object.

**What is Weaving ?**

Weaving is the process of linking aspects with other application types or objects to create an advised object.

**What are the different points where weaving can be applied ?**

Weaving can be done at compile time, load time, or at runtime.

**What are the types of advice ?**

Spring aspects can work with five kinds of advice mentioned below :

* **Before** : Run advice before the a method execution.
* **after**: Run advice after the a method execution regardless of its outcome.
* **after-returning**: Run advice after the a method execution only if method completes successfully.
* **after-throwing**: Run advice after the a method execution only if method exits by throwing an exception.
* **around**: Run advice before and after the advised method is invoked.

**What is XML Schema based aspect implementation ?**

Aspects are implemented using regular classes along with XML based configuration.

**What is @AspectJ ? based aspect implementation ?**

@AspectJ refers to a style of declaring aspects as regular Java classes annotated with Java 5 annotations.

**How JDBC can be used more efficiently in spring framework ?**

JDBC can be used more efficiently with the help of a template class provided by spring framework called as JdbcTemplate.

**How JdbcTemplate can be used ?**

With use of Spring JDBC framework the burden of resource management and error handling is reduced a lot. So it leaves developers to write the statements and queries to get the data to and from the database. JdbcTemplate provides many convenience methods for doing things such as converting database data into primitives or objects, executing prepared and callable statements, and providing custom database error handling.

**What are the types of the transaction management Spring supports ?**

* **Programmatic transaction management :** This means that you have managed the transaction with the help of programming. That gives you extreme flexibility, but it is difficult to maintain.
* **Declarative transaction management :** This means you separate transaction management from the business code. You only use annotations or XML based configuration to manage the transactions.

**Which of the above transaction management type is preferable ?**

Declarative transaction management is preferable over programmatic transaction management though it is less flexible than programmatic transaction management, which allows you to control transactions through your code.

**What is Spring MVC framework ?**

The Spring web MVC framework provides model-view-controller architecture and ready components that can be used to develop flexible and loosely coupled web applications. The MVC pattern results in separating the different aspects of the application (input logic, business logic, and UI logic), while providing a loose coupling between these elements.

**What is a DispatcherServlet ?**

The Spring Web MVC framework is designed around a DispatcherServlet that handles all the HTTP requests and responses.

**What is WebApplicationContext ?**

The *WebApplicationContext* is an extension of the plain *ApplicationContext* that has some extra features necessary for web applications. It differs from a normal *ApplicationContext* in that it is capable of resolving themes, and that it knows which servlet it is associated with.

**What are the advantages of Spring MVC over Struts MVC ?**

Following are some of the advantages of Spring MVC over Struts MVC :

* Spring's MVC is very versatile and flexible based on interfaces but Struts forces Actions and Form object into concrete inheritance.
* Spring provides both interceptors and controllers, thus helps to factor out common behavior to the handling of many requests.
* Spring can be configured with different view technologies like Freemarker, JSP, Tiles, Velocity, XLST etc. and also you can create your own custom view mechanism by implementing Spring View interface.
* In Spring MVC Controllers can be configured using DI (IOC) that makes its testing and integration easy.
* Web tier of Spring MVC is easier to test than Struts web tier, because of the avoidance of forced concrete inheritance and explicit dependence of controllers on the dispatcher servlet.
* Struts force your Controllers to extend a Struts class but Spring doesn't, there are many convenience Controller implementations that you can choose to extend.
* In Struts, Actions are coupled to the view by defining ActionForwards within a ActionMapping or globally. SpringMVC has HandlerMapping interface to support this functionality.
* With Struts, validation is usually performed (implemented) in the validate method of an ActionForm. In SpringMVC, validators are business objects that are NOT dependent on the Servlet API which makes these validators to be reused in your business logic before persisting a domain object to a database.

**What is Controller in Spring MVC framework ?**

Controllers provide access to the application behavior that you typically define through a service interface. Controllers interpret user input and transform it into a model that is represented to the user by the view. Spring implements a controller in a very abstract way, which enables you to create a wide variety of controllers.

**Explain the *@Controller* annotation.**

The *@Controller* annotation indicates that a particular class serves the role of a controller. Spring does not require you to extend any controller base class or reference the Servlet API.

**Explain *@RequestMapping* annotation.**

*@RequestMapping* annotation is used to map a URL to either an entire class or a particular handler method.

**What are the ways to access Hibernate by using Spring ?**

* Inversion of Control with a Hibernate Template and Callback.
* Extending HibernateDAOSupport and Applying an AOP Interceptor node.

**What are ORM's Spring supports ?**

* Hibernate
* iBatis
* JPA (Java Persistence API)
* TopLink
* JDO (Java Data Objects)
* OJB